**Day1 :**

**Algorithms**

**1. What is an algorithm?**

An **algorithm** is a well-defined, step-by-step procedure designed to perform a specific task or solve a problem. It consists of a finite set of instructions that take an input, process it, and produce an output.

**Example: Finding the Largest Number in an Array**

1. Take an array of numbers as input.
2. Assume the first element is the largest.
3. Iterate through the array and compare each element with the assumed largest.
4. If a larger element is found, update the assumed largest.
5. Return the largest number.

**Characteristics of an Algorithm:**

* **Well-defined inputs and outputs:** Every algorithm takes input and produces output.
* **Definiteness:** Every step is precisely defined.
* **Finiteness:** The algorithm must terminate after a finite number of steps.
* **Effectiveness:** Each step must be simple enough to be executed in a finite amount of time.

**2. Why is algorithm analysis important?**

Algorithm analysis helps in **evaluating** and **comparing** algorithms to determine the most efficient one. It allows us to understand how an algorithm will perform as input size grows.

**Key Reasons:**

* **Efficiency:** Determines how fast or slow an algorithm executes.
* **Optimization:** Helps in choosing the best approach for large-scale problems.
* **Scalability:** Ensures the algorithm can handle large inputs effectively.

**Example: Searching an Element in an Array**

* **Linear Search:** O(n) time complexity (searching element one by one).
* **Binary Search:** O(log n) time complexity (divides the array in half each step). For large inputs, binary search is significantly faster.

**3. What are the key criteria for analyzing an algorithm?**

The **two primary criteria** are:

1. **Time Complexity:** How execution time increases as input size grows.
   * **Best Case, Average Case, Worst Case** complexities.
   * Measured using **Big-O Notation** (e.g., O(1), O(n), O(log n), O(n²)).
2. **Space Complexity:** The amount of memory required.
   * Includes **input space**, **auxiliary space**, and **stack space** (for recursion).

Example:

* **Bubble Sort:** O(n²) (inefficient for large inputs).
* **Merge Sort:** O(n log n) (better efficiency).

**4. What are the different approaches to developing algorithms?**

1. **Brute Force:** Try all possible solutions (e.g., checking all pairs in a list).
2. **Divide and Conquer:** Break problems into smaller subproblems (e.g., Merge Sort).
3. **Greedy Algorithm:** Make the best choice at each step (e.g., Kruskal’s Algorithm).
4. **Dynamic Programming:** Solve overlapping subproblems efficiently (e.g., Fibonacci).
5. **Backtracking:** Explore all possibilities but discard non-promising ones (e.g., N-Queens).

**5. What are the characteristics of a good algorithm?**

1. **Correctness:** Produces correct output for every valid input.
2. **Efficiency:** Uses minimal time and space.
3. **Finiteness:** Must complete execution in a finite number of steps.
4. **Generality:** Works for different inputs, not just one case.
5. **Simplicity & Clarity:** Should be easy to understand and implement.

**Data Structures**

**1. What are different types of data structures?**

* **Linear Data Structures:**
  + **Arrays:** Fixed-size contiguous memory storage.
  + **Linked Lists:** Dynamic memory with nodes connected via pointers.
  + **Stacks:** LIFO structure (Last In, First Out).
  + **Queues:** FIFO structure (First In, First Out).
* **Non-Linear Data Structures:**
  + **Trees:** Hierarchical structure with nodes (e.g., Binary Tree, BST).
  + **Graphs:** Nodes connected by edges (e.g., Social Networks).
* **Hashing:** Hash tables, hash maps (fast lookups).
* **Specialized Structures:** Tries, Heaps
* **2. What is the difference between an array and a linked list?**

| **Feature** | **Array** | **Linked List** |
| --- | --- | --- |
| **Memory Allocation** | Contiguous memory (fixed size) | Dynamic memory (flexible size) |
| **Insertion/Deletion** | Expensive (O(n) for shifting) | Efficient (O(1) at head) |
| **Access Time** | O(1) (direct access via index) | O(n) (traversal required) |
| **Extra Memory** | No extra space required | Requires additional space for pointers |

**3. How does a stack work? Provide a real-time example.**

A **stack** follows **LIFO (Last In, First Out)** principle.

**Operations:**

* **Push:** Insert an element.
* **Pop:** Remove the top element.
* **Peek:** Get the top element.

**Real-world Example:** **Undo feature in text editors**

* Each action (typing, deleting) is pushed onto a stack.
* When "Undo" is pressed, the last action is popped.

**4. What are the operations on a queue? Explain different types of queues.**

**Operations:**

* **Enqueue:** Insert element at the rear.
* **Dequeue:** Remove element from the front.
* **Peek:** Get the front element.

**Types of Queues:**

1. **Simple Queue:** Follows FIFO.
2. **Circular Queue:** Connects rear to front, avoiding wasted space.
3. **Priority Queue:** Dequeues elements based on priority.
4. **Deque (Double-Ended Queue):** Insertions & deletions allowed from both ends.

**5. What is a graph? Explain different types of graphs.**

A **graph** is a set of nodes (**vertices**) connected by **edges**.

**Types of Graphs:**

1. **Directed Graph:** Edges have directions.
2. **Undirected Graph:** Edges don’t have direction.
3. **Weighted Graph:** Each edge has a weight/cost.
4. **Unweighted Graph:** All edges have the same cost.
5. **Cyclic Graph:** Contains cycles.
6. **Acyclic Graph:** Does not contain cycles.

**Recursion in Java - Theoretical Explanation**

**1. What is Recursion, and How Does it Work in Java?**

Recursion is a technique in programming where a method calls itself to solve a problem. It continues to call itself with modified parameters until a stopping condition, called the **base case**, is met. Each recursive call creates a new stack frame in memory, and once the base case is reached, the function returns values back through the call stack.

**2. Why is Recursion Used in Java Programming?**

Recursion is used because it:

* **Simplifies complex problems** that can be broken down into smaller subproblems.
* **Is useful in divide-and-conquer algorithms**, such as sorting and searching techniques.
* **Is essential for data structures** like trees and graphs, which are naturally recursive in structure.
* **Helps in backtracking problems**, such as generating permutations or solving mazes.

**3. Advantages and Disadvantages of Recursion in Java**

**Advantages:**

* **Improves code readability** by reducing repetitive logic.
* **Best suited for hierarchical and tree-based structures.**
* **Reduces code complexity** for problems that naturally fit recursive patterns.

**Disadvantages:**

* **Consumes more memory** due to multiple function calls stored in the call stack.
* **Can cause StackOverflowError** if recursion depth is too high.
* **Slower execution** compared to iteration due to the overhead of function calls.

**4. Difference Between Recursion and Iteration in Java**

| **Feature** | **Recursion** | **Iteration** |
| --- | --- | --- |
| **Definition** | A function calls itself repeatedly | Uses loops like for, while |
| **Memory Usage** | Uses stack memory for each function call | Uses constant memory (loop variables) |
| **Performance** | Slower due to function call overhead | Faster as no function calls are required |
| **Best Used For** | Problems that are naturally recursive (tree traversal, Fibonacci, backtracking) | Problems with known and fixed iterations (loop-based calculations) |
| **Risk** | StackOverflowError if no base case is defined | Infinite loop if condition is not correctly set |

**5. What Are Base Cases in Recursion, and Why Are They Important?**

A **base case** is a condition in a recursive function that stops further recursive calls. It prevents infinite recursion and ensures that the function eventually terminates.

Without a base case, the function would keep calling itself indefinitely, leading to a **StackOverflowError**. The base case should be chosen carefully to correctly solve the problem and return results back up the call stack.

**6. Problems That Can Be Solved Using Recursion in Java**

**1. Mathematical Computations**

* Factorial Calculation
* Fibonacci Series
* Greatest Common Divisor (GCD)
* Power of a Number

**2. Data Structure Operations**

* Tree Traversals (Preorder, Inorder, Postorder)
* Graph Traversal (Depth-First Search - DFS)
* Linked List Operations (Reverse, Merge)

**3. Algorithmic Problems**

* Merge Sort
* Quick Sort
* Binary Search
* Tower of Hanoi
* Backtracking problems (Sudoku Solver, N-Queens, Maze Solver)

**Difference between static Data Structure and Dynam**ic D**ata Structure**

![Static Data Structure vs Dynamic Data Structure - e2eHiring](data:image/png;base64,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)

**Day 2 :-**

**What is Recursion?**

Recursion is a programming technique where a function calls itself to solve smaller instances of the same problem. Instead of using loops, recursion repeatedly breaks down a problem into subproblems until a base condition is met.

**How Recursion Works?**

A recursive function typically has two main components:

1. **Base Case (Stopping Condition):**
   * This is the condition that stops the recursion.
   * Without a base case, the function will keep calling itself indefinitely, causing a stack overflow.
2. **Recursive Case (Self-Call):**
   * This is where the function calls itself with a smaller or simpler input.
   * Each call works on a smaller part of the problem until it reaches the base case.

**How It Works?**

Each call splits into two more calls until the base cases (0 and 1) are reached. Then, the function returns values back up the recursion tree.

Advantages of Recursion

✅ Simplifies complex problems – Helps break down problems into smaller ones.  
✅ Easier to read and write – Some problems (like tree traversal) are easier with recursion.  
✅ Efficient for divide-and-conquer problems – Used in QuickSort, MergeSort, etc.

Disadvantages of Recursion

❌ High memory usage – Each function call is stored in memory (stack).  
❌ Slower for large inputs – Recursive calls create overhead compared to loops.  
❌ Risk of infinite recursion – If no proper base case, it results in a stack overflow.

When to Use Recursion?

* When a problem can be divided into smaller subproblems (e.g., factorial, Fibonacci).
* When using tree or graph traversal (e.g., DFS, binary tree operations).
* When implementing divide-and-conquer algorithms (e.g., MergeSort, QuickSort).
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The Tower of Hanoi is a classic mathematical puzzle that consists of three rods (A, B, and C) and a set of disks of different sizes that can be stacked on top of each other. The objective of the puzzle is to move the entire stack of disks from rod A to rod C, subject to the following rules:

1. Only one disk can be moved at a time.
2. Each move involves taking the top disk from one of the stacks and placing it on top of another stack or on an empty rod.
3. No disk may be placed on top of a smaller disk.

**Java Example:**

Here's a Java implementation of the Tower of Hanoi problem:

**java**

public class TowerOfHanoi {

public static void towerOfHanoi(int n, char fromRod, char toRod, char auxRod) {

if (n == 1) {

System.out.println("Move disk 1 from rod " + fromRod + " to rod " + toRod);

return;

}

towerOfHanoi(n - 1, fromRod, auxRod, toRod);

System.out.println("Move disk " + n + " from rod " + fromRod + " to rod " + toRod);

towerOfHanoi(n - 1, auxRod, toRod, fromRod);

}

public static void main(String[] args) {

int n = 3; *// number of disks*

towerOfHanoi(n, 'A', 'C', 'B');

}

}

**Step-by-Step Breakdown:**

Let's break down the recursive calls for the Tower of Hanoi problem with 3 disks.

1. towerOfHanoi(3, 'A', 'C', 'B'):
   * Move the top 2 disks from rod A to rod B, using rod C as a temporary storage.
   * Move the 3rd disk from rod A to rod C.
   * Move the 2 disks from rod B to rod C, using rod A as a temporary storage.
2. towerOfHanoi(2, 'A', 'B', 'C'):
   * Move the top disk from rod A to rod C.
   * Move the 2nd disk from rod A to rod B.
   * Move the top disk from rod C to rod B.
3. towerOfHanoi(1, 'A', 'C', 'B'):
   * Move the disk from rod A to rod C.
4. towerOfHanoi(2, 'B', 'C', 'A'):
   * Move the top disk from rod B to rod A.
   * Move the 2nd disk from rod B to rod C.
   * Move the top disk from rod A to rod C.

**Tree Representation:**

Here's a tree representation of the recursive calls for the Tower of Hanoi problem with 3 disks:

**code**

towerOfHanoi(3, 'A', 'C', 'B')

/ \

towerOfHanoi(2, 'A', 'B', 'C') Move disk 3 from rod A to rod C

/ \

towerOfHanoi(1, 'A', 'C', 'B') Move disk 2 from rod A to rod B

Move disk 1 from rod A to rod C

Move disk 1 from rod C to rod B

Move disk 2 from rod B to rod C

Move disk 1 from rod B to rod C

**Stack Call Representation:**

Here's a stack call representation of the recursive calls for the Tower of Hanoi problem with 3 disks:

**code**

Stack:

1. towerOfHanoi(3, 'A', 'C', 'B')

2. towerOfHanoi(2, 'A', 'B', 'C')

3. towerOfHanoi(1, 'A', 'C', 'B')

4. Move disk 1 from rod A to rod C

5. towerOfHanoi(1, 'A', 'B', 'C')

6. Move disk 2 from rod A to rod B

7. Move disk 1 from rod C to rod B

8. Move disk 2 from rod B to rod C

9. Move disk 1 from rod B to rod C

10. Move disk 3 from rod A to rod C

11. towerOfHanoi(2, 'B', 'C', 'A')

12. towerOfHanoi(1, 'B', 'A', 'C')

13. Move disk 1 from rod B to rod A

14. Move disk 2 from rod B to rod C

15. Move disk 1 from rod A to rod C

**Day 3**

**Arrays in Data Structures with Respect to Java**

**What is an Array?**

An **array** is a **fixed-size, sequential collection of elements** of the same data type. It is a linear data structure where elements are stored in **contiguous memory locations**.

**Key Characteristics of Arrays**

* **Homogeneous Elements**: All elements in an array must be of the same data type.
* **Fixed Size**: The size of an array is defined at the time of declaration and cannot be changed dynamically.
* **Indexed Access**: Each element in an array is accessed using an index, starting from 0 for the first element.
* **Efficient Retrieval**: Arrays provide **O(1) time complexity** for accessing elements because of direct indexing.

**Declaring and Initializing an Array in Java**

**1. Declaration of an Array**

In Java, an array is declared using the following syntax:

java

**datatype[] arrayName; // Preferred way**

// OR

**datatype arrayName[]; // Also valid but less preferred**

**Example:**

java

**int[] numbers; // Declaring an array of integers**

**2. Array Initialization**

There are different ways to initialize an array in Java:

**a) Using new Keyword**

**int[] numbers = new int[5];** // Creates an array of size 5 (default values = 0)

This creates an integer array with **5 elements** (default values = 0 for integers).

**b) Declaring and Initializing in One Step.**

**int[] numbers = {10, 20, 30, 40, 50};** // Direct initialization

This creates an array with predefined values.

**Accessing Elements of an Array**

We use an **index** to access elements in an array. The first index is 0, and the last index is size - 1.

**public class ArrayExample {**

**public static void main(String[] args) {**

**int[] numbers = {10, 20, 30, 40, 50};**

**// Accessing elements using index**

**System.out.println("First element: " + numbers[0]); // 10**

**System.out.println("Second element: " + numbers[1]); // 20**

**}**

**}**

* **Types of Arrays in Java**

**1. One-Dimensional Array**

A **1D array** is a simple array where elements are stored in a single row.

Example:

**public class OneDArray {**

**public static void main(String[] args) {**

**int[] arr = new int[3]; // Array of size 3**

**// Assigning values**

**arr[0] = 5;**

**arr[1] = 10;**

**arr[2] = 15;**

**// Printing elements**

**for (int i = 0; i < arr.length; i++) {**

**System.out.println("Element at index " + i + ": " + arr[i]);**

**}**

**}**

**}**

**Output:**

**Element at index 0: 5**

**Element at index 1: 10**

**Element at index 2: 15**

* **Multi-Dimensional Arrays**

A **multi-dimensional array** is an array of arrays, commonly used for matrices.

**Example: 2D Array**

**public class TwoDArray {**

**public static void main(String[] args) {**

**// Declare and initialize a 2D array**

**int[][] matrix = {**

**{1, 2, 3},**

**{4, 5, 6},**

**{7, 8, 9}**

**};**

**// Printing the 2D array**

**for (int i = 0; i < matrix.length; i++) {**

**for (int j = 0; j < matrix[i].length; j++) {**

**System.out.print(matrix[i][j] + " ");**

**}**

**System.out.println();**

**}**

**}**

**}**

**Output:**

1 2 3

4 5 6

7 8 9

**Array Operations in Java**

**1. Traversing an Array**

Traversing means accessing each element in an array **one by one**.

* Using a **for loop**:

**for (int i = 0; i < arr.length; i++) {**

**System.out.println(arr[i]);**

**}**

* Using an **enhanced for loop**:

**for (int num : arr) {**

**System.out.println(num);**

**}**

**2. Inserting Elements in an Array**

Since arrays have a **fixed size**, inserting an element means **replacing** an existing element.

Example:

arr[2] = 25; // Replaces the element at index 2 with 25

For inserting elements **dynamically**, we use **ArrayList** instead of arrays.

* **Searching for an Element in an Array**

**a) Linear Search (O(n))**

**public class LinearSearch {**

**public static int search(int[] arr, int key) {**

**for (int i = 0; i < arr.length; i++) {**

**if (arr[i] == key) {**

**return i; // Return index if found**

**}**

**}**

**return -1; // Return -1 if not found**

**}**

**public static void main(String[] args) {**

**int[] arr = {10, 20, 30, 40, 50};**

**int key = 30;**

**int index = search(arr, key);**

**System.out.println("Element found at index: " + index);**

**}**

**}**

**b) Binary Search (O(log n)) [for Sorted Arrays]**

**public class BinarySearchExample {**

**public static void main(String[] args) {**

**int[] arr = {10, 20, 30, 40, 50};**

**int key = 30;**

**int index = Arrays.binarySearch(arr, key);**

**System.out.println("Element found at index: " + index);**

**}**

**}**

**4. Deleting an Element from an Array**

Since Java arrays **cannot shrink in size**, we usually create a **new array without the deleted element**.

Example:

**public class DeleteElement {**

**public static int[] deleteElement(int[] arr, int index) {**

**if (index < 0 || index >= arr.length) {**

**return arr; // Invalid index, return original array**

**}**

**int[] newArr = new int[arr.length - 1];**

**for (int i = 0, j = 0; i < arr.length; i++) {**

**if (i != index) {**

**newArr[j++] = arr[i];**

**}**

**}**

**return newArr;**

**}**

**public static void main(String[] args) {**

**int[] arr = {10, 20, 30, 40, 50};**

**int[] newArr = deleteElement(arr, 2); // Delete element at index 2**

**for (int num : newArr) {**

**System.out.print(num + " ");**

**}**

**}**

**}**

**Output:**

10 20 40 50

**Advantages of Arrays**

✅ **Fast Access** – Direct index-based access (O(1))  
✅ **Cache-Friendly** – Stored in contiguous memory locations  
✅ **Easy Traversal** – Using loops

* **Linear Search**

**Linear Search** is a **simple searching algorithm** where we **traverse** the array **sequentially** and compare each element with the target value.

* It **works on both sorted and unsorted arrays**.
* **Time Complexity**: **O(n)** (Worst case: The element is at the last index or not present)
* **Space Complexity**: **O(1)** (No extra memory is used)

**Implementation of Linear Search in Java**

**public class LinearSearch {**

**// Linear search function**

**public static int search(int[] arr, int key) {**

**for (int i = 0; i < arr.length; i++) {**

**if (arr[i] == key) {**

**return i; // Return the index where key is found**

**}**

**}**

**return -1; // Return -1 if key is not found**

**}**

**public static void main(String[] args) {**

**int[] arr = {10, 20, 30, 40, 50}; // Example array**

**int key = 30; // Element to search**

**int index = search(arr, key);**

**if (index != -1) {**

**System.out.println("Element found at index: " + index);**

**} else {**

**System.out.println("Element not found");**

**}**

**}**

**}**

**Dry Run (Example)**

**arr = {10, 20, 30, 40, 50}, key = 30**

**Step 1: Compare key with arr[0] → 10 (No match)**

**Step 2: Compare key with arr[1] → 20 (No match)**

**Step 3: Compare key with arr[2] → 30 (Match found at index 2)**

Output: Element found at index: 2

* **Binary Search**

**Binary Search** is an **efficient searching algorithm** that works **only on sorted arrays**. It uses the **divide and conquer** technique:

1. Find the middle element of the array.
2. Compare the middle element with the target.
   * If it matches, return the index.
   * If it is smaller, search the **right half**.
   * If it is larger, search the **left half**.
3. Repeat until the element is found or the search space is empty.

* **Time Complexity**: **O(log n)** (as the array is divided in half each time)
* **Space Complexity**: **O(1)** (iterative) or **O(log n)** (recursive due to function calls)

**Implementation of Binary Search in Java**

**A. Iterative Binary Search**

**import java.util.Arrays;**

**public class BinarySearchIterative {**

**// Iterative Binary Search function**

**public static int binarySearch(int[] arr, int key) {**

**int left = 0, right = arr.length - 1;**

**while (left <= right) {**

**int mid = left + (right - left) / 2;**

**// If key is found at mid**

**if (arr[mid] == key) {**

**return mid;**

**}**

**// If key is smaller, search left half**

**if (arr[mid] > key) {**

**right = mid - 1;**

**}**

**// If key is larger, search right half**

**else {**

**left = mid + 1;**

**}**

**}**

**return -1; // Element not found**

**}**

**public static void main(String[] args) {**

**int[] arr = {10, 20, 30, 40, 50}; // Must be sorted**

**int key = 30;**

**int index = binarySearch(arr, key);**

**if (index != -1) {**

**System.out.println("Element found at index: " + index);**

**} else {**

**System.out.println("Element not found");**

**}**

**}**

**}**

**Dry Run (Example)**

arr = {10, 20, 30, 40, 50}, key = 30

Step 1: mid = (0+4)/2 = 2, arr[2] = 30 (Match found)

Output: Element found at index: 2

**B. Recursive Binary Search**

**public class BinarySearchRecursive {**

**// Recursive Binary Search function**

**public static int binarySearch(int[] arr, int left, int right, int key) {**

**if (left > right) {**

**return -1; // Base case: element not found**

**}**

**int mid = left + (right - left) / 2;**

**// If key is found**

**if (arr[mid] == key) {**

**return mid;**

**}**

**// If key is smaller, search left half**

**else if (arr[mid] > key) {**

**return binarySearch(arr, left, mid - 1, key);**

**}**

**// If key is larger, search right half**

**else {**

**return binarySearch(arr, mid + 1, right, key);**

**}**

**}**

**public static void main(String[] args) {**

**int[] arr = {10, 20, 30, 40, 50}; // Must be sorted**

**int key = 30;**

**int index = binarySearch(arr, 0, arr.length - 1, key);**

**if (index != -1) {**

**System.out.println("Element found at index: " + index);**

**} else {**

**System.out.println("Element not found");**

**}**

**}**

**}**

* **Comparison: Linear Search vs Binary Search**

| **Feature** | **Linear Search** | **Binary Search** |
| --- | --- | --- |
| **Best for** | Unsorted lists, small datasets | Sorted lists, large datasets |
| **Time Complexity** | O(n) | O(log n) |
| **Space Complexity** | O(1) | O(1) (Iterative) or O(log n) (Recursive) |
| **Approach** | Sequential search | Divide and Conquer |
| **Performance** | Slower for large inputs | Much faster for large inputs |
| **Works on Sorted Arrays?** | ✅ No | ✅ Yes |

**Binary Search using 1 + (h - 1) / 2 Formula**

**public class BinarySearchCustomMid {**

**// Binary Search function**

**public static int binarySearch(int[] arr, int key) {**

**int left = 0, right = arr.length - 1;**

**while (left <= right) {**

**// Mid calculation using 1 + (high - 1) / 2**

**int mid = 1 + (right - 1) / 2;**

**// If key is found at mid**

**if (arr[mid] == key) {**

**return mid;**

**}**

**// If key is smaller, search left half**

**if (arr[mid] > key) {**

**right = mid - 1;**

**}**

**// If key is larger, search right half**

**else {**

**left = mid + 1;**

**}**

**}**

**return -1; // Element not found**

**}**

**public static void main(String[] args) {**

**int[] arr = {10, 20, 30, 40, 50}; // Must be sorted**

**int key = 30;**

**int index = binarySearch(arr, key);**

**if (index != -1) {**

**System.out.println("Element found at index: " + index);**

**} else {**

**System.out.println("Element not found");**

**}**

**}**

**}**

**Explanation of 1 + (h - 1) / 2 Formula**

* The standard formula for mid is:

mid=low+(high−low)/2mid = low + (high - low) / 2mid=low+(high−low)/2

* In this program, we used a different approach:

mid=1+(h−1)/2mid = 1 + (h - 1) / 2mid=1+(h−1)/2

This formula modifies how mid is calculated but still follows a **divide-and-conquer** approach.

**Dry Run**

**Array: {10, 20, 30, 40, 50}**

**Target Key: 30**

| **Step** | **Left (l)** | **Right (h)** | **Mid (1 + (h-1)/2)** | **Element at Mid** | **Decision** |
| --- | --- | --- | --- | --- | --- |
| 1 | 0 | 4 | 1 + (4-1)/2 = 2 | 30 | Found! |

**Output:**

Element found at index: 2

* **Multi-Dimensional Arrays in Data Structures**

**1. Adjacency Matrix (Graph Representation)**

* Used to represent a **graph** as a **2D array**.
* If there is an edge between two nodes, the corresponding matrix element is 1, otherwise 0.
* **Pros**: Simple and easy to implement.
* **Cons**: Uses more space for sparse graphs.

**2. Diagonal Matrix**

* A **square matrix** where only the **main diagonal** contains non-zero elements.
* Used in **mathematical and scientific computing**.
* **Pros**: Efficient storage and fast operations.
* **Cons**: Limited applications compared to other matrix types.

**3. Sparse Matrix**

* A **matrix with a majority of zero elements**.
* Stored in **compressed form** to save memory.
* Used in **machine learning, graph algorithms, and scientific computing**.
* **Pros**: Saves memory and processing time.
* **Cons**: Requires special handling for operations.

**4. Tridiagonal Matrix**

* A **square matrix** where only the **main diagonal, upper diagonal, and lower diagonal** contain non-zero values.
* Used in **numerical methods** and **solving differential equations**.
* **Pros**: Reduced storage compared to full matrices.
* **Cons**: Not suitable for general-purpose matrix operations.
* **Time and Space Complexity in Data Structures**

**1. Time Complexity**

* It represents the **amount of time** an algorithm takes to complete based on input size n.
* It is expressed using **Big-O notation** (O(n), O(log n), etc.).
* **Common time complexities:**
  + **O(1)** → Constant time (e.g., accessing an element in an array).
  + **O(log n)** → Logarithmic time (e.g., binary search).
  + **O(n)** → Linear time (e.g., traversing an array).
  + **O(n log n)** → Log-linear time (e.g., merge sort, quick sort).
  + **O(n²)** → Quadratic time (e.g., bubble sort, selection sort).
  + **O(2^n), O(n!)** → Exponential and factorial time (very slow).

**2. Space Complexity**

* It represents the **amount of memory** required by an algorithm based on input size n.
* It includes:
  + **Auxiliary space** (temporary storage like variables, recursion stack).
  + **Input space** (memory required to store input).
* **Common space complexities:**
  + **O(1)** → Constant space (e.g., using a few extra variables).
  + **O(n)** → Linear space (e.g., storing n elements in an array).
  + **O(n²)** → Quadratic space (e.g., 2D matrices).
  + **O(log n)** → Logarithmic space (e.g., recursive binary search).

**Time and Space Complexity of Array Operations**

| **Operation** | **Time Complexity (Average/Worst Case)** | **Space Complexity** | **Explanation** |
| --- | --- | --- | --- |
| **Access** | O(1) | O(1) | Direct access using an index. |
| **Search (Linear Search)** | O(n) | O(1) | In worst case, it searches through all elements. |
| **Search (Binary Search - sorted array)** | O(log n) | O(1) | Repeatedly divides the array in half. |
| **Insertion (At End)** | O(1) | O(1) | Directly inserting at the last index. |
| **Insertion (At Middle or Start)** | O(n) | O(1) | Requires shifting elements to make space. |
| **Deletion (From End)** | O(1) | O(1) | Directly removes the last element. |
| **Deletion (From Middle or Start)** | O(n) | O(1) | Requires shifting elements to fill the gap. |
| **Traversal** | O(n) | O(1) | Visiting all elements once. |

**Key Observations**

* **Insertion and deletion at the end** are faster (**O(1)**).
* **Insertion and deletion in the middle or beginning** require shifting and take **O(n)** time.
* **Searching in an unsorted array** requires **O(n)**, while **binary search in a sorted array** takes **O(log n)**.
* **Java Program of Insertion, Deletion, Access, sorting, travesing**

Java Program for Array Operations

**import java.util.Arrays;**

**import java.util.Scanner;**

**public class ArrayOperations {**

**public static void main(String[] args) {**

**Scanner scanner = new Scanner(System.in);**

**int[] arr = new int[10]; // Initial array with fixed size (Space Complexity: O(n))**

**int size = 5; // Current size of the array**

**// Initial elements**

**arr[0] = 10;**

**arr[1] = 50;**

**arr[2] = 30;**

**arr[3] = 40;**

**arr[4] = 20;**

**System.out.println("Initial Array: " + Arrays.toString(Arrays.copyOf(arr, size)));**

**// 1. \*\*Insertion Operation\*\* (O(n) in worst case)**

**insertElement(arr, size, 25, 2); // Insert 25 at index 2**

**size++;**

**// 2. \*\*Search Operation\*\* (O(n) for linear search)**

**searchElement(arr, size, 30);**

**// 3. \*\*Deletion Operation\*\* (O(n) in worst case)**

**deleteElement(arr, size, 40);**

**size--;**

**// 4. \*\*Traversal Operation\*\* (O(n))**

**traverseArray(arr, size);**

**// 5. \*\*Sorting Operation\*\* (O(n²) using Bubble Sort)**

**bubbleSort(arr, size);**

**System.out.println("Sorted Array: " + Arrays.toString(Arrays.copyOf(arr, size)));**

**scanner.close();**

**}**

**// \*\*1. Insert Element at a given position (O(n) in worst case)\*\***

**static void insertElement(int[] arr, int size, int element, int position) {**

**if (position > size) {**

**System.out.println("Invalid position!");**

**return;**

**}**

**for (int i = size; i > position; i--) { // Shift elements**

**arr[i] = arr[i - 1];**

**}**

**arr[position] = element;**

**System.out.println("After Insertion: " + Arrays.toString(Arrays.copyOf(arr, size + 1)));**

**}**

**// \*\*2. Search for an element (Linear Search O(n))\*\***

**static void searchElement(int[] arr, int size, int key) {**

**for (int i = 0; i < size; i++) {**

**if (arr[i] == key) {**

**System.out.println("Element " + key + " found at index " + i);**

**return;**

**}**

**}**

**System.out.println("Element " + key + " not found.");**

**}**

**// \*\*3. Delete an element (O(n) in worst case)\*\***

**static void deleteElement(int[] arr, int size, int key) {**

**int index = -1;**

**for (int i = 0; i < size; i++) {**

**if (arr[i] == key) {**

**index = i;**

**break;**

**}**

**}**

**if (index == -1) {**

**System.out.println("Element not found.");**

**return;**

**}**

**for (int i = index; i < size - 1; i++) { // Shift elements**

**arr[i] = arr[i + 1];**

**}**

**System.out.println("After Deletion: " + Arrays.toString(Arrays.copyOf(arr, size - 1)));**

**}**

**// \*\*4. Traverse the array (O(n))\*\***

**static void traverseArray(int[] arr, int size) {**

**System.out.print("Traversing Array: ");**

**for (int i = 0; i < size; i++) {**

**System.out.print(arr[i] + " ");**

**}**

**System.out.println();**

**}**

**// \*\*5. Bubble Sort (O(n²))\*\***

**static void bubbleSort(int[] arr, int size) {**

**for (int i = 0; i < size - 1; i++) {**

**for (int j = 0; j < size - i - 1; j++) {**

**if (arr[j] > arr[j + 1]) {**

**// Swap elements**

**int temp = arr[j];**

**arr[j] = arr[j + 1];**

**arr[j + 1] = temp;**

**}**

**}**

**}**

**}**

**}**

**Explanation of Each Operation with Time and Space Complexity**

| **Operation** | **Time Complexity** | **Space Complexity** | **Explanation** |
| --- | --- | --- | --- |
| **Insertion** | **O(n)** (worst case) | **O(1)** | Elements may need to be shifted to make space. |
| **Search** | **O(n)** (Linear Search) | **O(1)** | Each element is checked sequentially. |
| **Deletion** | **O(n)** (worst case) | **O(1)** | Elements after the deleted one need to be shifted. |
| **Traversal** | **O(n)** | **O(1)** | All elements are visited once. |
| **Sorting** | **O(n²)** (Bubble Sort) | **O(1)** | Compares each element and swaps them. |

**Example Output**
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Initial Array: [10, 50, 30, 40, 20]

After Insertion: [10, 50, 25, 30, 40, 20]

Element 30 found at index 3

After Deletion: [10, 50, 25, 40, 20]

Traversing Array: 10 50 25 40 20

Sorted Array: [10, 20, 25, 40, 50]

**Key Changes in This Version**

✅ **Access operation removed**  
✅ **Sorting explicitly implemented using Bubble Sort (O(n²))**  
✅ **All operations are reflected with their time and space complexity**

**Day 4 :**

* **Understanding Time and Space Complexity in Detail**

**1. Introduction to Algorithm Analysis**

When we design an algorithm, we need to evaluate its efficiency in terms of the resources it consumes. The two main resources are:

* **Time Complexity** (How fast the algorithm runs)
* **Space Complexity** (How much memory it consumes)

Algorithm analysis helps in determining how an algorithm will perform as the input size grows.

**2. Time Complexity**

**Definition**

Time complexity refers to the amount of time an algorithm takes to complete as a function of the input size nnn. It helps us understand how an algorithm scales when the size of the input increases.

**Factors Affecting Time Complexity**

1. **Operations Count:** The number of basic operations executed by the algorithm.
2. **Input Size:** The number of elements in the input dataset.
3. **Processor Speed & Environment:** These are hardware-dependent and not considered in theoretical analysis.

**Types of Time Complexities with Examples**

1. **Constant Time O(1)O(1)O(1)**  
   An algorithm runs in constant time if the execution time does not change regardless of the input size.
2. **Linear Time O(n)O(n)O(n)**  
   The execution time grows linearly with input size.

def print\_elements(arr):

for element in arr:

print(element) # Runs 'n' times

``

**Detailed Explanation of Time and Space Complexity**

**Understanding Algorithm Analysis**

Algorithm analysis is the process of evaluating the efficiency of an algorithm. The efficiency is measured in terms of **time** (how fast the algorithm runs) and **space** (how much memory it consumes). The performance of an algorithm is important because it determines how well it will scale as the input size grows.

When analyzing an algorithm, we focus on **how the algorithm behaves as the input size increases** rather than on absolute execution time, as the execution time can vary based on hardware and system conditions.

**Time Complexity**

Time complexity refers to the amount of time an algorithm takes to complete as a function of the input size (nnn). It is expressed in terms of **asymptotic notation**, which describes the growth rate of the algorithm as nnn increases.

**Factors Affecting Time Complexity**

1. **Number of Operations:** The number of basic operations (such as comparisons, assignments, or arithmetic calculations) performed by the algorithm.
2. **Input Size:** The number of elements in the input dataset.
3. **Control Structures:** The complexity of loops, recursion, and conditional statements within the algorithm.
4. **Hardware & Environment:** While theoretical analysis ignores this, in practice, processor speed, cache memory, and parallelism also affect execution time.

**Types of Time Complexities**

1. **Constant Time O(1)O(1)O(1)**  
   If the execution time of an algorithm does not change regardless of input size, it is constant time.

def get\_first\_element(arr):

return arr[0] # Takes constant time, irrespective of array size

1. **Linear Time O(n)O(n)O(n)**  
   If the execution time grows proportionally with the input size, the algorithm is linear.
2. **Quadratic Time O(n2)O(n^2)O(n2)**  
   If the execution time is proportional to the square of the input size, the algorithm has quadratic complexity.

def print\_pairs(arr):

for i in range(len(arr)):

for j in range(len(arr)):

print(arr[i], arr[j]) # Nested loops run 'n^2' times

1. **Logarithmic Time O(log⁡n)O(\log n)O(logn)**  
   If the execution time increases logarithmically as input size increases, the algorithm has logarithmic complexity.

def binary\_search(arr, target):

low, high = 0, len(arr) - 1

while low <= high:

mid = (low + high) // 2

if arr[mid] == target:

return mid

elif arr[mid] < target:

low = mid + 1

else:

high = mid - 1

return -1 # Logarithmic complexity

1. **Exponential Time O(2n)O(2^n)O(2n)**  
   If the execution time doubles with every increase in input size, the algorithm has exponential complexity.

def fibonacci(n):

if n <= 1:

return n

return fibonacci(n-1) + fibonacci(n-2) # Recursive calls grow exponentially

**Space Complexity**

Space complexity measures the amount of memory an algorithm uses as a function of input size. This includes:

* **Fixed part:** The memory required for constants, variables, and program code.
* **Variable part:** The memory required for dynamic structures like arrays, recursion stacks, and function calls.

**Types of Space Complexity**

1. **Constant Space O(1)O(1)O(1)**  
   The algorithm uses a fixed amount of memory regardless of input size.

def swap(a, b):

temp = a

a = b

b = temp # Uses constant memory

1. **Linear Space O(n)O(n)O(n)**  
   The memory usage grows linearly with input size.

def create\_list(n):

arr = [0] \* n # Uses 'n' memory

return arr

1. **Recursive Space O(n)O(n)O(n)**  
   When recursion is used, each function call adds a new frame to the stack, increasing memory consumption.

def factorial(n):

if n == 0:

return 1

return n \* factorial(n - 1) # Uses stack memory for each call

**Best Case, Worst Case, and Average Case Complexity**

When analyzing an algorithm, we consider different scenarios:

1. **Best Case Complexity:** The minimum time taken by an algorithm when the input is in the most favorable condition.
2. **Worst Case Complexity:** The maximum time taken when the input is in the worst possible condition.
3. **Average Case Complexity:** The expected time taken on random input cases.

For example, in **Binary Search**:

* **Best case:** O(1)O(1)O(1) (when the target is found in the first comparison)
* **Worst case:** O(log⁡n)O(\log n)O(logn) (when the target is at the end)
* **Average case:** O(log⁡n)O(\log n)O(logn) (based on probabilistic analysis)

**Asymptotic Notation**

Asymptotic notation helps describe an algorithm's growth rate as the input size increases.

1. **Big-O Notation O(f(n))O(f(n))O(f(n))**  
   Represents the upper bound (worst case) of an algorithm.
2. **Theta Notation Θ(f(n))\Theta(f(n))Θ(f(n))**  
   Represents the tight bound (average case) when an algorithm's complexity grows at the same rate in best and worst cases.
3. **Omega Notation Ω(f(n))\Omega(f(n))Ω(f(n))**  
   Represents the lower bound (best case), meaning the minimum time an algorithm takes.

For example, **Bubble Sort**:

* **Best Case:** Ω(n)\Omega(n)Ω(n) (if the array is already sorted)
* **Worst Case:** O(n2)O(n^2)O(n2) (if the array is in reverse order)
* **Average Case:** Θ(n2)\Theta(n^2)Θ(n2)

**Frequency Count Method**

This method counts the number of times each operation is executed in an algorithm to determine its complexity.

For example, in a loop:

python
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for i in range(n): # Runs 'n' times

for j in range(n): # Runs 'n' times inside

print(i, j)

The innermost statement executes n×n=n2n \times n = n^2n×n=n2 times, making the time complexity **O(n2)O(n^2)O(n2)**.

**Rules for Calculating Complexity**

1. Ignore constants (e.g., O(2n)O(2n)O(2n) is simplified to O(n)O(n)O(n)).
2. Consider the highest-order term (e.g., O(n2+n)O(n^2 + n)O(n2+n) simplifies to O(n2)O(n^2)O(n2)).
3. Drop lower-order terms in asymptotic analysis.

* **Permutation**

**1. Concept of Permutation Using Backtracking**

The backtracking approach systematically explores all possibilities by:

* Swapping elements to create different arrangements.
* Recursively calling the function to fix the next element.
* Reverting swaps (backtracking) to explore other possibilities.

For example, consider the string **"ABC"**. The possible permutations are:

1. ABC
2. ACB
3. BAC
4. BCA
5. CAB
6. CBA

**2. State Diagram Representation for "ABC"**

A **state diagram** helps visualize how permutations are generated using recursion and backtracking.

mathematica
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(ABC)

/ | \

A-BC B-AC C-AB

/ \ | / \

AB-C AC-B BA-C BC-A CA-B CB-A

| | | | | |

ABC ACB BAC BCA CAB CBA

Each **level** in the tree represents a step in the permutation process. The **edges** represent swaps, and each **leaf node** is a complete permutation.

* **First Level**: Choose one of the three letters to be placed at the first position.
* **Second Level**: Choose a letter from the remaining two for the second position.
* **Third Level**: Only one letter remains, so it's placed in the last position.

Once a permutation is formed, **backtracking** restores the original state to explore new possibilities.

**3. Code for Generating Permutations with Backtracking**

The code below implements the recursive permutation algorithm while using a **state diagram approach** for visualization.

**Java Implementation**

java
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public class Permutation {

// Function to generate permutations

public static void permute(char[] arr, int l, int r) {

if (l == r) {

System.out.println(String.valueOf(arr)); // Print the permutation

} else {

for (int i = l; i <= r; i++) {

swap(arr, l, i); // Swap to fix the current element

permute(arr, l + 1, r); // Recursive call for next positions

swap(arr, l, i); // Backtrack to restore the original order

}

}

}

// Swap function to exchange characters

private static void swap(char[] arr, int i, int j) {

char temp = arr[i];

arr[i] = arr[j];

arr[j] = temp;

}

public static void main(String[] args) {

String str = "ABC";

char[] arr = str.toCharArray();

permute(arr, 0, arr.length - 1);

}

}

**Explanation of Code Execution Using the State Diagram**

1. **Initial Call**
   * permute(['A', 'B', 'C'], 0, 2)
   * Fix A at index 0 and permute BC.
2. **First Recursive Call**
   * permute(['A', 'B', 'C'], 1, 2)
   * Fix B at index 1, permute C.
3. **Base Case Reached**
   * permute(['A', 'B', 'C'], 2, 2) → Output: **"ABC"**
   * Backtrack to swap B and C.
4. **Next Iteration**
   * permute(['A', 'C', 'B'], 1, 2)
   * Fix C at index 1, permute B.
5. **Base Case Reached Again**
   * permute(['A', 'C', 'B'], 2, 2) → Output: **"ACB"**
   * Backtrack to original ABC order.
6. **Continue Swapping**
   * Swap A and B, proceed with ['B', 'A', 'C']
   * Recursively generate new permutations.

This process continues until all possible arrangements are explored.

**4. Complexity Analysis**

* The **time complexity** is **O(n×n!)O(n \times n!)O(n×n!)** since each permutation requires O(n)O(n)O(n) operations and there are n!n!n! permutations.
* The **space complexity** is **O(n)O(n)O(n)** due to recursive function calls in the stack.

**5. Conclusion**

Using backtracking and recursive swapping, we generate all possible permutations efficiently. The **state diagram** helps in visualizing how recursion and backtracking work together to explore all possibilities. This method is fundamental in solving problems like anagrams, pathfinding, and brute-force searches.

**Day 5:**

**1. What is a Linked List in Java?**

A **Linked List** consists of nodes where each node contains two parts:

1. **Data** – The actual value stored in the node.
2. **Pointer (next reference)** – The address of the next node in the sequence.

Java provides an inbuilt **LinkedList** class under the java.util package, but we can also implement linked lists manually using custom node structures.

**2. Types of Linked List**

**(A) Singly Linked List**

Each node has a reference to the next node but not the previous one. Traversal is allowed in only one direction.

**(B) Doubly Linked List**

Each node contains two references:

* One pointing to the next node.
* One pointing to the previous node.  
  This allows traversal in both directions.

**(C) Circular Linked List**

* **Singly Circular Linked List**: The last node points back to the first node.
* **Doubly Circular Linked List**: The last node points to the first node, and the first node’s previous pointer points to the last node.

**3. Operations on Linked List**

1. **Insertion** (At the beginning, end, and middle)
2. **Deletion** (At the beginning, end, and middle)
3. **Searching for an element**
4. **Traversal**
5. **Reversing a linked list**
6. **Sorting a linked list**
7. **Detecting a loop in a linked list**
8. **Finding the middle element**

**4. Implementation of a Singly Linked List in Java**

**Node Structure**
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class Node {

int data; // Data stored in the node

Node next; // Pointer to the next node

public Node(int data) {

this.data = data;

this.next = null;

}

}

**Basic Linked List Class**
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class LinkedList {

Node head; // Head of the list (first node)

// Insert at the beginning

public void insertAtBeginning(int data) {

Node newNode = new Node(data);

newNode.next = head;

head = newNode;

}

// Insert at the end

public void insertAtEnd(int data) {

Node newNode = new Node(data);

if (head == null) {

head = newNode;

return;

}

Node temp = head;

while (temp.next != null) {

temp = temp.next;

}

temp.next = newNode;

}

// Insert at a specific position

public void insertAtPosition(int data, int position) {

Node newNode = new Node(data);

if (position == 0) {

newNode.next = head;

head = newNode;

return;

}

Node temp = head;

for (int i = 0; temp != null && i < position - 1; i++) {

temp = temp.next;

}

if (temp == null) return;

newNode.next = temp.next;

temp.next = newNode;

}

// Delete from the beginning

public void deleteFromBeginning() {

if (head != null) {

head = head.next;

}

}

// Delete from the end

public void deleteFromEnd() {

if (head == null) return;

if (head.next == null) {

head = null;

return;

}

Node temp = head;

while (temp.next.next != null) {

temp = temp.next;

}

temp.next = null;

}

// Delete from a specific position

public void deleteAtPosition(int position) {

if (head == null) return;

if (position == 0) {

head = head.next;

return;

}

Node temp = head;

for (int i = 0; temp != null && i < position - 1; i++) {

temp = temp.next;

}

if (temp == null || temp.next == null) return;

temp.next = temp.next.next;

}

// Search for an element

public boolean search(int key) {

Node temp = head;

while (temp != null) {

if (temp.data == key) return true;

temp = temp.next;

}

return false;

}

// Display the linked list

public void display() {

Node temp = head;

while (temp != null) {

System.out.print(temp.data + " -> ");

temp = temp.next;

}

System.out.println("NULL");

}

}

**Usage of Linked List**
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public class LinkedListDemo {

public static void main(String[] args) {

LinkedList list = new LinkedList();

list.insertAtEnd(10);

list.insertAtEnd(20);

list.insertAtEnd(30);

list.insertAtBeginning(5);

list.insertAtPosition(15, 2);

System.out.println("Linked List:");

list.display();

list.deleteFromEnd();

System.out.println("After deleting last element:");

list.display();

list.deleteFromBeginning();

System.out.println("After deleting first element:");

list.display();

System.out.println("Searching for 20: " + list.search(20));

System.out.println("Searching for 100: " + list.search(100));

}

}

**Output**
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Linked List:

5 -> 10 -> 15 -> 20 -> 30 -> NULL

After deleting last element:

5 -> 10 -> 15 -> 20 -> NULL

After deleting first element:

10 -> 15 -> 20 -> NULL

Searching for 20: true

Searching for 100: false

**5. Doubly Linked List Implementation**

In a doubly linked list, each node has two references:

1. **prev** → Points to the previous node.
2. **next** → Points to the next node.
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class DoublyNode {

int data;

DoublyNode prev, next;

public DoublyNode(int data) {

this.data = data;

this.prev = null;

this.next = null;

}

}

Similarly, the linked list class will have methods for insertion, deletion, and traversal.

**6. Circular Linked List Implementation**

A circular linked list has its last node pointing back to the first node, forming a cycle.
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class CircularNode {

int data;

CircularNode next;

public CircularNode(int data) {

this.data = data;

this.next = this; // Circular reference

}

}

**7. Advanced Linked List Operations**

**(A) Reverse a Linked List**
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public void reverse() {

Node prev = null, current = head, next = null;

while (current != null) {

next = current.next;

current.next = prev;

prev = current;

current = next;

}

head = prev;

}

**(B) Detect Loop in a Linked List**

Using Floyd’s Cycle Detection Algorithm:
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public boolean detectLoop() {

Node slow = head, fast = head;

while (fast != null && fast.next != null) {

slow = slow.next;

fast = fast.next.next;

if (slow == fast) return true;

}

return false;

}

Day 6 :

**What is a Stack?**

A **Stack** is a **linear data structure** that follows the **Last In, First Out (LIFO)** principle. This means that the last element added to the stack will be the first one to be removed. Imagine a **stack of plates**—the last plate placed on top is the first one to be removed.

**Key Characteristics of a Stack**

1. **LIFO Order**: The last inserted element is removed first.
2. **Restricted Access**: Elements can only be added or removed from the top.
3. **Operations take place in constant time O(1)**.

Stacks are used in:

* Function calls and recursion
* Expression evaluation
* Undo-redo operations in applications
* Backtracking algorithms (like solving mazes)
* Depth First Search (DFS)

**Stack Operations in Java**

Java provides multiple ways to implement stacks:

* Using the **Stack** class from java.util
* Using an **array-based** stack
* Using a **linked list-based** stack

**1. Push Operation (Insertion)**

* This operation adds an element to the top of the stack.
* If using an array and the stack is full, it results in **Stack Overflow**.

**Code Example in Java (Using Stack Class)**
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import java.util.Stack;

public class StackExample {

public static void main(String[] args) {

Stack<Integer> stack = new Stack<>();

stack.push(10);

stack.push(20);

stack.push(30);

System.out.println(stack); // Output: [10, 20, 30]

}

}

**2. Pop Operation (Deletion)**

* Removes and returns the top element from the stack.
* If the stack is empty, it results in **Stack Underflow**.

**Code Example**
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System.out.println(stack.pop()); // Output: 30

System.out.println(stack); // Output: [10, 20]

**3. isEmpty()**

* Checks whether the stack is empty.
* Returns true if empty, otherwise false.

**Code Example**
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System.out.println(stack.isEmpty()); // Output: false

**4. isFull()**

* In an **array-based stack**, we check if the stack is full.
* Not applicable for Java's built-in Stack class since it dynamically resizes.
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public boolean isFull() {

return top == capacity - 1;

}

**5. Peek Operation**

* Returns the **top element** of the stack without removing it.

**Code Example**

java

CopyEdit

System.out.println(stack.peek()); // Output: 20

**6. Count (Size of the Stack)**

* Returns the number of elements present in the stack.

**Code Example**
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System.out.println(stack.size()); // Output: 2

**7. Displaying the Stack**

* Prints the stack elements.

**Code Example**
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System.out.println(stack); // Output: [10, 20]

**Representation of Stack in Java**

**1. Array Representation of Stack**

* Uses an array to store elements.
* Fixed size, prone to **overflow**.

**Code Example**
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class StackArray {

int arr[];

int top;

int capacity;

StackArray(int size) {

arr = new int[size];

capacity = size;

top = -1;

}

void push(int x) {

if (top == capacity - 1) {

System.out.println("Stack Overflow");

return;

}

arr[++top] = x;

}

int pop() {

if (top == -1) {

System.out.println("Stack Underflow");

return -1;

}

return arr[top--];

}

}

**2. Linked List Representation of Stack**

* No fixed size.
* Uses **nodes** with data and next pointers.

**Code Example**
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class StackLinkedList {

class Node {

int data;

Node next;

}

Node top;

void push(int x) {

Node newNode = new Node();

newNode.data = x;

newNode.next = top;

top = newNode;

}

int pop() {

if (top == null) {

System.out.println("Stack Underflow");

return -1;

}

int x = top.data;

top = top.next;

return x;

}

}

**Time Complexity of Stack Operations**

| **Operation** | **Time Complexity** |
| --- | --- |
| Push | O(1) |
| Pop | O(1) |
| Peek | O(1) |
| isEmpty | O(1) |
| Size | O(1) |

**Applications of Stack**

1. **String Reversal**
   * Push each character into a stack and pop them back.
   * **Code Example**:
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public class ReverseString {

public static void main(String[] args) {

String str = "Ankita";

Stack<Character> stack = new Stack<>();

for (char ch : str.toCharArray()) {

stack.push(ch);

}

while (!stack.isEmpty()) {

System.out.print(stack.pop());

}

}

}

**Output**: atiknA

1. **Balancing Parentheses**
   * Uses a stack to track opening and closing brackets.
   * **Code Example**:
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boolean isBalanced(String expr) {

Stack<Character> stack = new Stack<>();

for (char ch : expr.toCharArray()) {

if (ch == '(') stack.push(ch);

else if (ch == ')') {

if (stack.isEmpty()) return false;

stack.pop();

}

}

return stack.isEmpty();

}

1. **Recursion**
   * Function calls are stored in the stack.
2. **Backtracking**
   * Used in puzzles like **Sudoku, N-Queens**.
3. **Depth-First Search (DFS)**
   * DFS for graphs uses a stack.
4. **Polish Notation (Postfix, Prefix, Infix)**
   * **Infix to Postfix** conversion:
     + A + B (Infix) → AB+ (Postfix)
5. **Expression Conversion**
   * Uses precedence rules:
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Operators: +, -, \*, /

Precedence: \*, / > +, -

Associativity: Left to Right

* + Stack stores operators and operands for conversion.

**Day 7**

* **Doubly Linked List :-**

A **Doubly Linked List (DLL)** is a type of linked list in which each node contains three parts:

1. **Data** – The value stored in the node.
2. **Previous Pointer** – A pointer/reference to the previous node in the list.
3. **Next Pointer** – A pointer/reference to the next node in the list.

**Advantages of Doubly Linked List over Singly Linked List**

* Can be traversed in both forward and backward directions.
* Deletion of a node is more efficient since we have access to the previous node.
* Insertions and deletions are more flexible compared to singly linked lists.

**Operations on a Doubly Linked List**

1. **Insertion**
   * At the beginning
   * At the end
   * At a specific position
2. **Deletion**
   * From the beginning
   * From the end
   * A specific node
3. **Traversal**
   * Forward traversal
   * Backward traversal
4. **Search**
5. **Reverse the list**

**Java Implementation of Doubly Linked List**

Here's a complete Java program that implements all the operations on a doubly linked list:
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// Java program to implement Doubly Linked List with all operations

class DoublyLinkedList {

// Node structure for Doubly Linked List

class Node {

int data;

Node prev;

Node next;

public Node(int data) {

this.data = data;

this.prev = null;

this.next = null;

}

}

private Node head, tail;

// Constructor

public DoublyLinkedList() {

this.head = null;

this.tail = null;

}

// Insert at the beginning

public void insertAtBeginning(int data) {

Node newNode = new Node(data);

if (head == null) {

head = tail = newNode;

} else {

newNode.next = head;

head.prev = newNode;

head = newNode;

}

System.out.println(data + " inserted at the beginning.");

}

// Insert at the end

public void insertAtEnd(int data) {

Node newNode = new Node(data);

if (tail == null) {

head = tail = newNode;

} else {

tail.next = newNode;

newNode.prev = tail;

tail = newNode;

}

System.out.println(data + " inserted at the end.");

}

// Insert at a specific position

public void insertAtPosition(int data, int position) {

if (position <= 0) {

System.out.println("Invalid position!");

return;

}

Node newNode = new Node(data);

if (position == 1) {

insertAtBeginning(data);

return;

}

Node temp = head;

for (int i = 1; i < position - 1 && temp != null; i++) {

temp = temp.next;

}

if (temp == null) {

System.out.println("Position out of bounds.");

} else {

newNode.next = temp.next;

if (temp.next != null) {

temp.next.prev = newNode;

} else {

tail = newNode;

}

temp.next = newNode;

newNode.prev = temp;

System.out.println(data + " inserted at position " + position);

}

}

// Delete from the beginning

public void deleteFromBeginning() {

if (head == null) {

System.out.println("List is empty!");

return;

}

System.out.println(head.data + " deleted from the beginning.");

head = head.next;

if (head != null) {

head.prev = null;

} else {

tail = null;

}

}

// Delete from the end

public void deleteFromEnd() {

if (tail == null) {

System.out.println("List is empty!");

return;

}

System.out.println(tail.data + " deleted from the end.");

tail = tail.prev;

if (tail != null) {

tail.next = null;

} else {

head = null;

}

}

// Delete a specific node by value

public void deleteByValue(int value) {

if (head == null) {

System.out.println("List is empty!");

return;

}

Node temp = head;

while (temp != null && temp.data != value) {

temp = temp.next;

}

if (temp == null) {

System.out.println("Value not found in the list!");

return;

}

System.out.println(value + " deleted from the list.");

if (temp == head) {

deleteFromBeginning();

} else if (temp == tail) {

deleteFromEnd();

} else {

temp.prev.next = temp.next;

temp.next.prev = temp.prev;

}

}

// Forward Traversal

public void displayForward() {

if (head == null) {

System.out.println("List is empty!");

return;

}

Node temp = head;

System.out.print("Forward List: ");

while (temp != null) {

System.out.print(temp.data + " ⇄ ");

temp = temp.next;

}

System.out.println("null");

}

// Backward Traversal

public void displayBackward() {

if (tail == null) {

System.out.println("List is empty!");

return;

}

Node temp = tail;

System.out.print("Backward List: ");

while (temp != null) {

System.out.print(temp.data + " ⇄ ");

temp = temp.prev;

}

System.out.println("null");

}

// Search an element

public boolean search(int key) {

Node temp = head;

int position = 1;

while (temp != null) {

if (temp.data == key) {

System.out.println(key + " found at position " + position);

return true;

}

temp = temp.next;

position++;

}

System.out.println(key + " not found in the list.");

return false;

}

// Reverse the Doubly Linked List

public void reverse() {

if (head == null) {

System.out.println("List is empty!");

return;

}

Node current = head, temp = null;

while (current != null) {

temp = current.prev;

current.prev = current.next;

current.next = temp;

current = current.prev;

}

if (temp != null) {

head = temp.prev;

}

System.out.println("List reversed successfully.");

}

// Main method to test the doubly linked list

public static void main(String[] args) {

DoublyLinkedList dll = new DoublyLinkedList();

dll.insertAtEnd(10);

dll.insertAtEnd(20);

dll.insertAtEnd(30);

dll.insertAtBeginning(5);

dll.insertAtPosition(15, 3);

dll.displayForward();

dll.displayBackward();

dll.deleteFromBeginning();

dll.deleteFromEnd();

dll.deleteByValue(20);

dll.displayForward();

dll.search(30);

dll.reverse();

dll.displayForward();

}

}

**Explanation of Code**

1. **Class Node**
   * Defines the structure of each node with data, prev, and next pointers.
2. **Class DoublyLinkedList**
   * Manages the operations on the DLL.
3. **Operations Implemented**
   * **Insertion:** Beginning, End, Specific Position.
   * **Deletion:** Beginning, End, Specific Value.
   * **Traversal:** Forward & Backward.
   * **Search:** Finds an element and prints its position.
   * **Reverse:** Reverses the list efficiently.

* **Tree**

**Tree in Data Structure and Algorithm**

A **Tree** is a non-linear data structure that consists of nodes connected by edges. Unlike arrays, linked lists, stacks, and queues, which are linear data structures, trees represent a hierarchical structure, meaning each node can have multiple children but only one parent (except for the root node). Trees are widely used in applications like databases, file systems, and search algorithms.

**Structure of a Tree**

A tree is made up of **nodes** and **edges**:

* A **node** is a fundamental part of the tree that holds some data and references to child nodes.
* An **edge** is a connection between two nodes that defines the relationship (parent-child).
* The topmost node in a tree is called the **root** node.
* Every node (except the root) has a **parent node** and can have multiple **child nodes**.
* Nodes that do not have children are called **leaf nodes**.
* The **depth** of a node is the number of edges from the root to that node.
* The **height** of a node is the number of edges on the longest path from that node to a leaf.
* The **height of a tree** is the height of the root node.

A simple representation of a tree structure:
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A <-- Root

/ \

B C

/ \ \

D E F <-- Leaf Nodes

In this tree:

* A is the root node.
* B and C are children of A.
* D and E are children of B, and F is a child of C.
* D, E, and F are leaf nodes because they do not have children.

**Definition of a Tree**

A **tree** is a collection of nodes where:

1. There is a special node called the **root** that acts as the starting point.
2. Every node (except the root) has exactly **one parent**.
3. There is a unique path from the root to every other node, ensuring there are no cycles.
4. The number of children a node has is determined by the type of tree (binary tree, n-ary tree, etc.).

**Tree Terminologies Explained**

**1. Root Node**

The topmost node in a tree is called the **root node**. It is the starting point of the tree, and there is only one root node in any tree.

**2. Parent and Child Nodes**

A node that has children is called a **parent node**, and the nodes that extend from it are called **child nodes**.

For example, in the tree below, A is the **parent** of B and C, while B and C are **children** of A.
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A

/ \

B C

**3. Leaf Nodes**

A **leaf node** is a node that does not have any children. It is the end point of a branch.

In this tree, D and E are **leaf nodes**:
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A

/ \

B C

/ \

D E

**4. Siblings**

Nodes that share the same parent are called **siblings**.

For example, in the tree below, B and C are **siblings** because they have the same parent (A).
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A

/ \

B C

**5. Ancestor and Descendant**

* An **ancestor** of a node is any node that is above it in the tree.
* A **descendant** of a node is any node that is below it.

For example, in the tree below:

* A is an **ancestor** of D, E, and F.
* D and E are **descendants** of B.
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A

/ \

B C

/ \ \

D E F

**6. Degree of a Node**

The **degree of a node** refers to the number of children it has.

* A node with no children has a degree of **0** (leaf node).
* A node with three children has a degree of **3**.

For example:
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A

/ | \

B C D

Here, the **degree of A is 3** because it has three children: B, C, and D.

**7. Degree of a Tree**

The **degree of a tree** is the maximum degree of any node in the tree.

**8. Depth of a Node**

The **depth** of a node is the number of edges from the root to that node.  
For example:
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A (depth = 0)

/ \

B C (depth = 1)

/

D (depth = 2)

* Depth of A = **0**
* Depth of B and C = **1**
* Depth of D = **2**

**9. Height of a Node**

The **height** of a node is the number of edges on the longest path from that node to a leaf.  
For example:
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A

/ \

B C

/

D

* Height of D = **0** (since it’s a leaf node).
* Height of B = **1** (one edge from B to D).
* Height of A = **2** (longest path is from A to D).

**10. Height of a Tree**

The **height of a tree** is the height of its root node. It is the maximum depth of any node in the tree.

**Properties of Trees**

**1. Number of Edges**

A tree with n nodes always has n-1 edges because each node (except the root) is connected by exactly one edge.

**2. Minimum and Maximum Nodes in a Binary Tree**

* In a **binary tree** (where each node has at most 2 children), a tree of height h has at least h+1 nodes and at most 2^(h+1) - 1 nodes.

**3. Relationship Between Nodes, Edges, and Levels**

* If n is the number of nodes, the number of edges is n-1.
* If h is the height, the maximum number of nodes in a **full binary tree** is 2^(h+1) - 1.

**4. Complete Binary Tree**

A **complete binary tree** is a binary tree in which every level is completely filled except possibly the last, which is filled from left to right.

**5. Balanced Tree**

A **balanced tree** ensures that the difference between the heights of the left and right subtrees of any node is at most 1. This keeps operations like searching and insertion efficient (O(log n)).

**Conclusion**

A tree is a crucial data structure used in various applications like searching, sorting, network routing, and hierarchical databases. Understanding its properties, terminology, and structure helps in implementing efficient algorithms for different real-world problems.

Would you like me to explain any specific type of tree in more detail, such as **Binary Trees, Binary Search Trees (BST), AVL Trees, or B-Trees**?

* **Binary Tree :**

**Binary Tree in Data Structure**

A **Binary Tree** is a type of hierarchical data structure where each node has at most **two children**. These children are referred to as:

* **Left Child**
* **Right Child**

Binary Trees are widely used in searching, sorting, and hierarchical data representation, such as expression trees, decision trees, and binary search trees.

**Structure of a Binary Tree**

A Binary Tree consists of **nodes** connected by **edges**. Each node contains:

1. **Data** – The value stored in the node.
2. **Left Child** – A pointer/reference to the left subtree.
3. **Right Child** – A pointer/reference to the right subtree.

Example of a simple Binary Tree:
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/ \ \

D E F

* A is the **root** node.
* B and C are **children** of A.
* D, E, and F are **leaf nodes** (since they have no children).

**Types of Binary Trees**

Binary Trees can be categorized into different types based on their structure and properties.

**1. Full Binary Tree**

A **Full Binary Tree** (also known as a **Proper Binary Tree**) is a binary tree in which:

* Every node has **either 0 or 2 children**.

Example:
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A

/ \

B C

/ \ / \

D E F G

Here, each node has either **zero or two children**.

**2. Complete Binary Tree**

A **Complete Binary Tree** is a binary tree where:

* All levels are **completely filled**, except possibly the last level.
* The last level is filled **from left to right**.

Example:

mathematica

CopyEdit

A

/ \

B C

/ \ /

D E F

* All levels except the last are **completely filled**.
* The last level nodes (D, E, F) are filled from **left to right**.

**3. Perfect Binary Tree**

A **Perfect Binary Tree** is a binary tree in which:

* **All internal nodes have two children**.
* **All leaf nodes are at the same level**.

Example:

mathematica

CopyEdit

A

/ \

B C

/ \ / \

D E F G

* Every node has exactly **two children**.
* All **leaf nodes** are at the same level.

**4. Balanced Binary Tree**

A **Balanced Binary Tree** is a binary tree where:

* The difference between the **height of the left and right subtrees** of every node is **at most 1**.

Example:

mathematica

CopyEdit

A

/ \

B C

/ / \

D E F

The left and right subtree heights are **balanced**.

A special type of Balanced Binary Tree is an **AVL Tree**, where the height difference is strictly **≤ 1** for every node.

**5. Degenerate (Skewed) Binary Tree**

A **Degenerate Binary Tree** is a tree where:

* Each node has **only one child**.
* It behaves like a **linked list**.

Example (Right-Skewed Tree):

css

CopyEdit

A

\

B

\

C

\

D

Example (Left-Skewed Tree):

css

CopyEdit

A

/

B

/

C

/

D

In both cases, the tree becomes **unbalanced**.

**Binary Tree Terminologies**

**1. Root Node**

* The **topmost node** in the tree.
* The entry point of the tree.

**2. Parent and Child Nodes**

* A node that has a **sub-node** is called a **parent node**.
* The connected **sub-node** is the **child node**.

**3. Leaf Node**

* A node that has **no children**.

**4. Internal Node**

* A node that has **at least one child**.

**5. Degree of a Node**

* The **number of children** a node has.
* In a Binary Tree, a node's degree is either **0, 1, or 2**.

**6. Depth of a Node**

* The number of edges from the **root node** to that node.

**7. Height of a Node**

* The number of edges on the **longest path** from the node to a leaf node.

**8. Height of a Tree**

* The height of the **root node**.
* Maximum depth of any node in the tree.

**Properties of Binary Tree**

1. **Maximum Nodes in a Binary Tree**
   * A Binary Tree of height h can have at most **2^(h+1) - 1** nodes.
2. **Minimum Height of a Binary Tree**
   * The minimum height of a tree with n nodes is **log₂(n+1) - 1**.
3. **Number of Leaf Nodes in a Perfect Binary Tree**
   * A perfect binary tree of height h has **2^h** leaf nodes.
4. **Total Number of Nodes in a Perfect Binary Tree**
   * Total nodes in a **Perfect Binary Tree** = **2^(h+1) - 1**.
5. **In a Full Binary Tree**
   * If there are n leaf nodes, then total nodes = **2n - 1**.

**Binary Tree Traversal Methods**

Traversal means visiting **each node exactly once** in a specific order.

**1. Depth-First Search (DFS) Traversals**

DFS explores as deep as possible before backtracking.

* **Inorder (Left, Root, Right)**

scss

CopyEdit

void inorder(Node root) {

if (root == null) return;

inorder(root.left);

System.out.print(root.data + " ");

inorder(root.right);

}

* **Preorder (Root, Left, Right)**

scss

CopyEdit

void preorder(Node root) {

if (root == null) return;

System.out.print(root.data + " ");

preorder(root.left);

preorder(root.right);

}

* **Postorder (Left, Right, Root)**

scss

CopyEdit

void postorder(Node root) {

if (root == null) return;

postorder(root.left);

postorder(root.right);

System.out.print(root.data + " ");

}

**2. Breadth-First Search (BFS) / Level Order Traversal**

This method visits nodes **level by level**.

pgsql

CopyEdit

void levelOrder(Node root) {

if (root == null) return;

Queue<Node> queue = new LinkedList<>();

queue.add(root);

while (!queue.isEmpty()) {

Node temp = queue.poll();

System.out.print(temp.data + " ");

if (temp.left != null) queue.add(temp.left);

if (temp.right != null) queue.add(temp.right);

}

}

**Day : 8**

* **. Introduction to Binary Trees**

**🔹 What is a Binary Tree?**

A **Binary Tree** is a hierarchical data structure in which each node has **at most two children** (left and right). It follows a parent-child relationship, where:

* The **topmost node** is called the **root**.
* Each node contains **data** and **pointers** to its left and right child.
* Nodes without children are called **leaf nodes**.

**🔹 Why do we need Binary Trees?**

* **Faster searching** compared to lists/arrays (especially BST).
* Used in **databases, file systems, and AI decision trees**.
* Supports hierarchical relationships, like **family trees, organizational structures**, etc.

**📌 Basic Structure of a Binary Tree**

Each node in a Binary Tree contains:

1. **Data** (value stored in the node).
2. **Left child** (pointer/reference to the left subtree).
3. **Right child** (pointer/reference to the right subtree).

**🖼️ Diagram Representation:**

lua

CopyEdit

(10) <-- Root

/ \

(5) (15)

/ \ / \

(2) (7) (12) (20)

Each node \*\*can have 0, 1, or 2 children

4o

**You said:**

i told you i dont want pints for above i wan tin detail explainations of all each i mentioned

**ChatGPT said:**

Got it! I'll explain **Binary Trees and all related concepts in-depth** as if you are learning from scratch. I will take a **sequential, structured approach** with **detailed explanations, diagrams, and Java code** where necessary.

**🌳 Binary Tree: A Complete Beginner’s Guide**

Let's assume you have **never** heard about **Binary Trees** before. By the end of this explanation, you will **fully understand**:

1. **What a Binary Tree is**
2. **How it is structured**
3. **Its different types and properties**
4. **How to represent it in memory**
5. **Tree traversal methods**
6. **Special Binary Trees (BST, AVL)**
7. **Java Code for implementation**

Let’s **begin our journey into trees!** 🚀

**📌 1. What is a Binary Tree?**

A **Binary Tree** is a **hierarchical** data structure, which means it is organized in a **tree-like format**. Unlike arrays or linked lists (which are **linear structures**), a **tree grows in multiple directions**.

**🌱 Basic Definition**

A **Binary Tree** is a structure where:

* **Each node has at most TWO children**.
* The **first node** (topmost) is called the **root**.
* Each **node is connected** to its **left** and **right child**.

Think of a **family tree**:

markdown

CopyEdit

Grandparent (Root)

/ \

Parent1 Parent2

/ \ / \

Child1 Child2 Child3 Child4

Each **parent has children**, and each **child can be a parent** to other children.

**📌 2. Structure of a Binary Tree**

A Binary Tree consists of **nodes**, and each node contains:

1. **Data** (A value stored in the node)
2. **Left Child** (Pointer to the left node)
3. **Right Child** (Pointer to the right node)

**🖼️ Diagram Representation**

lua

CopyEdit

(10) <-- Root Node

/ \

(5) (15)

/ \ / \

(2) (7) (12) (20)

Here, **each node follows the rule** of having at most **two children**.

In **Java**, we can represent a node like this:

java

CopyEdit

class Node {

int data;

Node left, right;

public Node(int value) {

data = value;

left = right = null;

}

}

Here:

* **data** holds the value.
* **left** stores the reference to the left child.
* **right** stores the reference to the right child.

**📌 3. Properties of a Binary Tree**

A Binary Tree follows some **important rules**:

**🔹 1. Maximum Nodes at Level L**

At level **L**, the maximum number of nodes a tree can have is:

Max Nodes=2L\text{Max Nodes} = 2^LMax Nodes=2L

For example:

* Level 0 → 1 node.
* Level 1 → 2 nodes.
* Level 2 → 4 nodes.

**🔹 2. Maximum Nodes in a Tree of Height h**

The **maximum** number of nodes in a Binary Tree of height h is:

2h−12^h - 12h−1

For example:

* Height 3 → 2^3 - 1 = 7 nodes.

**🔹 3. Minimum Height for N Nodes**

To fit N nodes, the **minimum height** is:

h=log⁡2(N+1)h = \log\_2(N + 1)h=log2​(N+1)

**🔹 4. Full Binary Tree Condition**

A **Full Binary Tree** is one in which **every node has either 0 or 2 children**.

**📌 4. Types of Binary Trees**

There are several variations of Binary Trees:

**🔸 1. Full Binary Tree**

A **Full Binary Tree** is a tree where **every node has either 0 or 2 children** (no node has only one child).

**Example:**

markdown

CopyEdit

(1)

/ \

(2) (3)

/ \ / \

(4) (5) (6) (7)

Each node has either **two children or none**.

**🔸 2. Complete Binary Tree**

A **Complete Binary Tree** is a tree where **all levels are completely filled** except the last level, which is **filled from left to right**.

**Example:**

markdown

CopyEdit

(1)

/ \

(2) (3)

/ \ /

(4) (5) (6)

Here, node (6) is **filled from left to right**.

**🔸 3. Perfect Binary Tree**

A **Perfect Binary Tree** is a **Full Binary Tree where all leaves are at the same level**.

**Example:**

markdown

CopyEdit

(1)

/ \

(2) (3)

/ \ / \

(4) (5)(6) (7)

This is also a **Full Binary Tree**, but all leaves are **at the same level**.

**🔸 4. Degenerate (Skewed) Binary Tree**

A **Degenerate Tree** is a tree where **each parent has only one child**, making it look like a linked list.

**Example (Left Skewed Tree):**

markdown

CopyEdit

(1)

/

(2)

/

(3)

/

(4)

This is similar to a **linked list**.

**🔸 5. Strict Binary Tree**

A **Strict Binary Tree** is a tree where **every node has either 2 or 0 children**.

**📌 5. Representation of a Binary Tree**

A Binary Tree can be stored in two ways:

**🔹 1. Using Arrays**

We can store a **Complete Binary Tree** in an **array** by using **indexing**:

css

CopyEdit

(1) → A[0]

/ \

(2) (3) → A[1], A[2]

/ \ /

(4) (5) (6) → A[3], A[4], A[5]

**Formula for Array Representation:**

* Left child of i: **2 \* i + 1**
* Right child of i: **2 \* i + 2**
* Parent of i: **(i - 1) / 2**

**🔹 2. Using Linked Representation**

Each node contains:

1. **Data**
2. **Pointer to Left Child**
3. **Pointer to Right Child**

java

CopyEdit

class Node {

int data;

Node left, right;

Node(int value) {

data = value;

left = right = null;

}

}

**📌 6. Tree Traversal**

Traversing a tree means **visiting** all nodes.

**🔹 Depth First Search (DFS)**

1. **Inorder (Left → Root → Right)**
2. **Preorder (Root → Left → Right)**
3. **Postorder (Left → Right → Root)**

**🔹 Breadth First Search (BFS)**

* Also called **Level Order Traversal** (visit nodes level by level).

**📌 7. Binary Search Tree (BST)**

A **Binary Search Tree (BST)** is a **special Binary Tree** where:

* **Left subtree contains smaller values**.
* **Right subtree contains larger values**.

**Example:**

markdown

CopyEdit

(10)

/ \

(5) (15)

/ \ / \

(2) (7) (12) (20)

This **allows fast searching** (O(log N)).

**Operations in BST**

1. **Insertion** (Insert nodes while maintaining BST properties)
2. **Deletion** (Remove nodes correctly)
3. **Search** (Find an element)

**📌 8. Balanced Trees (AVL Tree)**

An **AVL Tree** is a **BST with a height balance condition**.

* The **difference in height** between left and right subtrees must be **at most 1**.

**Example:**

markdown

CopyEdit

(10)

/ \

(5) (15)

/ \ / \

(3) (7) (12) (20)

**🌳 1. Binary Tree Implementation in Java**

A general **Binary Tree** does **not** follow any ordering rule (unlike BST). We will use a **linked representation**.

**Operations Covered**

* **Insertion**
* **Deletion of a node**
* **Traversals** (Inorder, Preorder, Postorder, Level Order)
* **Search a node**

**Code: Binary Tree Implementation**

java

CopyEdit

import java.util.LinkedList;

import java.util.Queue;

class Node {

int data;

Node left, right;

public Node(int value) {

data = value;

left = right = null;

}

}

class BinaryTree {

Node root;

// Insert node (Level Order)

void insert(int value) {

Node newNode = new Node(value);

if (root == null) {

root = newNode;

return;

}

Queue<Node> queue = new LinkedList<>();

queue.add(root);

while (!queue.isEmpty()) {

Node temp = queue.poll();

if (temp.left == null) {

temp.left = newNode;

return;

} else queue.add(temp.left);

if (temp.right == null) {

temp.right = newNode;

return;

} else queue.add(temp.right);

}

}

// Inorder Traversal (Left, Root, Right)

void inorder(Node node) {

if (node == null) return;

inorder(node.left);

System.out.print(node.data + " ");

inorder(node.right);

}

// Preorder Traversal (Root, Left, Right)

void preorder(Node node) {

if (node == null) return;

System.out.print(node.data + " ");

preorder(node.left);

preorder(node.right);

}

// Postorder Traversal (Left, Right, Root)

void postorder(Node node) {

if (node == null) return;

postorder(node.left);

postorder(node.right);

System.out.print(node.data + " ");

}

// Level Order Traversal (BFS)

void levelOrder() {

if (root == null) return;

Queue<Node> queue = new LinkedList<>();

queue.add(root);

while (!queue.isEmpty()) {

Node temp = queue.poll();

System.out.print(temp.data + " ");

if (temp.left != null) queue.add(temp.left);

if (temp.right != null) queue.add(temp.right);

}

}

// Search in Binary Tree (Level Order)

boolean search(int key) {

if (root == null) return false;

Queue<Node> queue = new LinkedList<>();

queue.add(root);

while (!queue.isEmpty()) {

Node temp = queue.poll();

if (temp.data == key) return true;

if (temp.left != null) queue.add(temp.left);

if (temp.right != null) queue.add(temp.right);

}

return false;

}

public static void main(String[] args) {

BinaryTree tree = new BinaryTree();

tree.insert(10);

tree.insert(20);

tree.insert(30);

tree.insert(40);

tree.insert(50);

tree.insert(60);

tree.insert(70);

System.out.println("\nInorder Traversal:");

tree.inorder(tree.root);

System.out.println("\nPreorder Traversal:");

tree.preorder(tree.root);

System.out.println("\nPostorder Traversal:");

tree.postorder(tree.root);

System.out.println("\nLevel Order Traversal:");

tree.levelOrder();

System.out.println("\nSearch for 30: " + tree.search(30));

System.out.println("Search for 100: " + tree.search(100));

}

}

**✅ Output**

yaml

CopyEdit

Inorder Traversal:

40 20 50 10 60 30 70

Preorder Traversal:

10 20 40 50 30 60 70

Postorder Traversal:

40 50 20 60 70 30 10

Level Order Traversal:

10 20 30 40 50 60 70

Search for 30: true

Search for 100: false

**🌳 2. Binary Search Tree (BST) Implementation in Java**

A **Binary Search Tree (BST)** is a special Binary Tree where:

* **Left subtree** contains values **smaller** than the root.
* **Right subtree** contains values **greater** than the root.

**Operations Covered**

* **Insertion**
* **Deletion**
* **Search**
* **Traversals (Inorder, Preorder, Postorder)**

**Code: Binary Search Tree Implementation**

java

CopyEdit

class BST {

class Node {

int data;

Node left, right;

public Node(int value) {

data = value;

left = right = null;

}

}

Node root;

// Insert into BST

void insert(int value) {

root = insertRec(root, value);

}

Node insertRec(Node root, int value) {

if (root == null) {

root = new Node(value);

return root;

}

if (value < root.data)

root.left = insertRec(root.left, value);

else if (value > root.data)

root.right = insertRec(root.right, value);

return root;

}

// Inorder Traversal (Sorted Order)

void inorder(Node root) {

if (root == null) return;

inorder(root.left);

System.out.print(root.data + " ");

inorder(root.right);

}

// Search in BST

boolean search(int key) {

return searchRec(root, key) != null;

}

Node searchRec(Node root, int key) {

if (root == null || root.data == key) return root;

if (key < root.data) return searchRec(root.left, key);

return searchRec(root.right, key);

}

// Delete node from BST

void delete(int key) {

root = deleteRec(root, key);

}

Node deleteRec(Node root, int key) {

if (root == null) return root;

if (key < root.data)

root.left = deleteRec(root.left, key);

else if (key > root.data)

root.right = deleteRec(root.right, key);

else {

// Case 1: No child

if (root.left == null && root.right == null)

return null;

// Case 2: One child

if (root.left == null) return root.right;

if (root.right == null) return root.left;

// Case 3: Two children

root.data = minValue(root.right);

root.right = deleteRec(root.right, root.data);

}

return root;

}

int minValue(Node root) {

int min = root.data;

while (root.left != null) {

min = root.left.data;

root = root.left;

}

return min;

}

public static void main(String[] args) {

BST tree = new BST();

tree.insert(50);

tree.insert(30);

tree.insert(70);

tree.insert(20);

tree.insert(40);

tree.insert(60);

tree.insert(80);

System.out.println("\nInorder Traversal:");

tree.inorder(tree.root);

System.out.println("\nSearch 40: " + tree.search(40));

System.out.println("Search 100: " + tree.search(100));

tree.delete(30);

System.out.println("\nInorder After Deletion:");

tree.inorder(tree.root);

}

}

**✅ Output**

yaml

CopyEdit

Inorder Traversal:

20 30 40 50 60 70 80

Search 40: true

Search 100: false

Inorder After Deletion:

20 40 50 60 70 80

**Day 9**

* A **tree** is a special type of data structure that looks like an upside-down tree. It is used to store hierarchical data.

**Basic Structure of a Tree**

* A **tree** consists of **nodes** connected by **edges**.
* The **topmost node** is called the **root**.
* Each node can have child nodes, except the **leaf nodes**, which have no children.

**Example of a Simple Tree**

mathematica

CopyEdit

A <-- Root

/ \

B C

/ \ \

D E F <-- Leaf Nodes

* A is the **root node**.
* B and C are **children of A**.
* D, E, and F are **leaf nodes** (no further children).

**Where Are Trees Used?**

* **File System** (Folders within folders)
* **Organization Chart** (CEO → Managers → Employees)
* **Social Networks** (Friendship relationships)
* **AI Decision Making** (Chess moves, Google Maps pathfinding)

**2. Internal and External Sorting**

Sorting means arranging data in **ascending or descending order**.

**Internal Sorting**

* Sorting is done **completely in RAM (memory)**.
* Used when the data fits in the system's **main memory**.
* Faster because everything happens in memory.
* Examples:
  + **Bubble Sort**
  + **Merge Sort**
  + **Quick Sort**

**External Sorting**

* Used when the data is **too large to fit in RAM**.
* Data is divided into **chunks** and stored on **disk storage**.
* Sorting is done in parts, then merged.
* Example:
  + **Merge Sort on Large Files (used in databases, cloud storage, etc.)**

**Difference Between Internal and External Sorting**

| **Feature** | **Internal Sorting** | **External Sorting** |
| --- | --- | --- |
| Where it happens | In **RAM** (Memory) | Uses **Disk & RAM** |
| Speed | Fast | Slow (because disk is slower than RAM) |
| Data size | Small to medium datasets | Large datasets (TBs of data) |
| Example Methods | Quick Sort, Merge Sort | External Merge Sort |

**3. Stable and Unstable Sorting**

Sorting algorithms can be **stable** or **unstable**, depending on how they handle **duplicate values**.

**Stable Sorting**

A **stable sorting algorithm** maintains the **relative order of duplicate elements**.

**Example:**

Imagine sorting these students by **marks**:

mathematica

CopyEdit

Before Sorting:

[ (A, 80), (B, 75), (C, 80), (D, 90) ]

If we sort **stably by marks**, A and C (both 80 marks) will remain **in the same order**.

mathematica

CopyEdit

After Stable Sorting:

[ (B, 75), (A, 80), (C, 80), (D, 90) ]

**Unstable Sorting**

An **unstable sorting algorithm** **does not** guarantee the order of duplicate elements.

mathematica

CopyEdit

After Unstable Sorting:

[ (B, 75), (C, 80), (A, 80), (D, 90) ]

Here, A and C swapped places!

**Why Does Stability Matter?**

* **Stable Sorting** is used when sorting **must** preserve the order of duplicate elements (e.g., sorting students by **name** first, then by **marks**).
* **Unstable Sorting** is okay when order does not matter.

**Examples of Sorting Algorithms**

| **Sorting Algorithm** | **Stable?** |
| --- | --- |
| Bubble Sort | ✅ Yes |
| Merge Sort | ✅ Yes |
| Quick Sort | ❌ No |
| Heap Sort | ❌ No |

**4. Visual Representation of Sorting**

Here’s a simple example of **Merge Sort** (which is stable):

**Before Sorting:**

csharp

CopyEdit

[38, 27, 43, 3, 9, 82, 10]

**Splitting Phase (Dividing into sub-arrays)**

css

CopyEdit

[38, 27, 43, 3] [9, 82, 10]

[38, 27] [43, 3] [9, 82] [10]

[38] [27] [43] [3] [9] [82] [10]

**Merging Phase**

css

CopyEdit

[27, 38] [3, 43] [9, 82] [10]

[3, 27, 38, 43] [9, 10, 82]

[3, 9, 10, 27, 38, 43, 82] <-- Sorted List!

This is how **merge sort works internally**.

* **Sorting Algorithms - Detailed Explanation**

**1. Introduction to Sorting**

Sorting is the process of arranging elements in a specific order (ascending or descending). Sorting is crucial in computer science for searching, optimization, and data organization.

**2. Bubble Sort**

**Explanation:**

Bubble Sort repeatedly swaps adjacent elements if they are in the wrong order. The largest element bubbles up to the end of the list.

**Node Representation:**

Initial Array: [5, 3, 8, 4, 2]

5 - 3 - 8 - 4 - 2

↓ ↓

3 - 5 - 8 - 4 - 2

↓ ↓

3 - 5 - 8 - 4 - 2

↓ ↓

3 - 5 - 4 - 8 - 2

↓ ↓

3 - 5 - 4 - 2 - 8

**Java Code:**

class BubbleSort {

void bubbleSort(int arr[]) {

int n = arr.length;

for (int i = 0; i < n - 1; i++) {

for (int j = 0; j < n - i - 1; j++) {

if (arr[j] > arr[j + 1]) {

int temp = arr[j];

arr[j] = arr[j + 1];

arr[j + 1] = temp;

}

}

}

}

void printArray(int arr[]) {

for (int value : arr) {

System.out.print(value + " ");

}

System.out.println();

}

public static void main(String args[]) {

BubbleSort obj = new BubbleSort();

int arr[] = {5, 3, 8, 4, 2};

obj.bubbleSort(arr);

obj.printArray(arr);

}

}

**Output:**

2 3 4 5 8

**3. Selection Sort**

**Explanation:**

Selection Sort finds the minimum element and swaps it with the first unsorted element.

**Node Representation:**

Initial Array: [5, 3, 8, 4, 2]

[2] - 3 - 8 - 4 - 5

2 - [3] - 8 - 4 - 5

2 - 3 - [4] - 8 - 5

2 - 3 - 4 - [5] - 8

**Java Code:**

class SelectionSort {

void selectionSort(int arr[]) {

int n = arr.length;

for (int i = 0; i < n - 1; i++) {

int minIdx = i;

for (int j = i + 1; j < n; j++) {

if (arr[j] < arr[minIdx]) {

minIdx = j;

}

}

int temp = arr[minIdx];

arr[minIdx] = arr[i];

arr[i] = temp;

}

}

void printArray(int arr[]) {

for (int value : arr) {

System.out.print(value + " ");

}

System.out.println();

}

public static void main(String args[]) {

SelectionSort obj = new SelectionSort();

int arr[] = {5, 3, 8, 4, 2};

obj.selectionSort(arr);

obj.printArray(arr);

}

}

**Output:**

2 3 4 5 8

**4. Insertion Sort**

**Explanation:**

Insertion Sort builds the sorted array one element at a time by inserting elements into their correct positions.

**Java Code:**

class InsertionSort {

void insertionSort(int arr[]) {

int n = arr.length;

for (int i = 1; i < n; i++) {

int key = arr[i];

int j = i - 1;

while (j >= 0 && arr[j] > key) {

arr[j + 1] = arr[j];

j = j - 1;

}

arr[j + 1] = key;

}

}

void printArray(int arr[]) {

for (int value : arr) {

System.out.print(value + " ");

}

System.out.println();

}

public static void main(String args[]) {

InsertionSort obj = new InsertionSort();

int arr[] = {5, 3, 8, 4, 2};

obj.insertionSort(arr);

obj.printArray(arr);

}

}

**Output:**

2 3 4 5 8

**5. Merge Sort**

**Explanation:**

Merge Sort follows the Divide and Conquer approach:

1. Divide the array into two halves.
2. Recursively sort each half.
3. Merge the sorted halves.

**Java Code:**

class MergeSort {

void merge(int arr[], int l, int m, int r) {

int n1 = m - l + 1;

int n2 = r - m;

int L[] = new int[n1];

int R[] = new int[n2];

for (int i = 0; i < n1; ++i)

L[i] = arr[l + i];

for (int j = 0; j < n2; ++j)

R[j] = arr[m + 1 + j];

int i = 0, j = 0, k = l;

while (i < n1 && j < n2) {

if (L[i] <= R[j]) {

arr[k] = L[i];

i++;

} else {

arr[k] = R[j];

j++;

}

k++;

}

while (i < n1) {

arr[k] = L[i];

i++;

k++;

}

while (j < n2) {

arr[k] = R[j];

j++;

k++;

}

}

void sort(int arr[], int l, int r) {

if (l < r) {

int m = l + (r - l) / 2;

sort(arr, l, m);

sort(arr, m + 1, r);

merge(arr, l, m, r);

}

}

}

**Output:**

2 3 4 5 8

* **Heap Sort – Detailed Explanation**

Heap Sort is a **comparison-based sorting algorithm** that uses a **binary heap data structure** to sort elements efficiently. It is based on the **Heap Data Structure**, where elements are arranged in **Max Heap** or **Min Heap** order.

**1. Understanding Heaps**

A **heap** is a **complete binary tree** (all levels except possibly the last are fully filled, and nodes are as left as possible) that satisfies the **heap property**:

* **Max Heap Property**: The parent node is always **greater than or equal** to its children.
* **Min Heap Property**: The parent node is always **smaller than or equal** to its children.

**1.1 Types of Heaps**

1. **Max Heap**: The largest element is at the root.
2. **Min Heap**: The smallest element is at the root.

**2. Heap Representation (Node Representation)**

Consider the following array:  
[4, 10, 3, 5, 1]

**Max Heap Representation:**

markdown
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10

/ \

5 3

/ \

4 1

**Heap Property**:

* 10 is the largest and is at the root.
* Every parent node is greater than its children.

**Min Heap Representation:**
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1

/ \

4 3

/ \

10 5

**Heap Property**:

* 1 is the smallest and is at the root.
* Every parent node is smaller than its children.

**3. Steps in Heap Sort**

1. **Build a Max Heap** (for sorting in ascending order).
2. **Extract the maximum element (root node)** and place it at the end of the array.
3. **Heapify** the remaining elements to restore the heap property.
4. **Repeat until all elements are sorted.**

**4. Heap Sort Algorithm Explanation (Step-by-Step with Node Representation)**

**Example: Sort [4, 10, 3, 5, 1] using Heap Sort**

**Step 1: Build Max Heap**

Convert the array into a **Max Heap**:
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10

/ \

5 3

/ \

4 1

Max Heap is created. Now we perform heap sort.

**Step 2: Swap Root with Last Element**

Swap **10** (root) with the last element **1**:
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1

/ \

5 3

/ \

4 10 (swapped)

Now, **10 is sorted** at the last index.

**Step 3: Heapify the Remaining Elements**

After removing **10**, **heapify** the remaining elements:
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5

/ \

1 3

/

4

Heap property is restored.

**Step 4: Swap Root with Last Element Again**

Swap **5** with **4**:
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4

/ \

1 3

Now, **5 is sorted** at the second-last index.

**Step 5: Heapify Again**

After removing **5**, heapify the remaining elements:
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4

/ \

1 3

No changes are required.

**Step 6: Continue Swapping Until Sorted**

* Swap **4** with **3** → Heapify.
* Swap **3** with **1** → Heapify.
* **Sorted Array: [1, 3, 4, 5, 10]**

**5. Java Code for Heap Sort (Max Heap)**
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import java.util.Arrays;

public class HeapSort {

public void heapSort(int arr[]) {

int n = arr.length;

// Step 1: Build Max Heap

for (int i = n / 2 - 1; i >= 0; i--) {

heapify(arr, n, i);

}

// Step 2: Extract elements from heap one by one

for (int i = n - 1; i > 0; i--) {

// Move current root to end

int temp = arr[0];

arr[0] = arr[i];

arr[i] = temp;

// Heapify the reduced heap

heapify(arr, i, 0);

}

}

void heapify(int arr[], int n, int i) {

int largest = i; // Root node

int left = 2 \* i + 1; // Left child

int right = 2 \* i + 2; // Right child

// If left child is larger

if (left < n && arr[left] > arr[largest]) {

largest = left;

}

// If right child is larger

if (right < n && arr[right] > arr[largest]) {

largest = right;

}

// If largest is not root

if (largest != i) {

int swap = arr[i];

arr[i] = arr[largest];

arr[largest] = swap;

// Recursively heapify the affected sub-tree

heapify(arr, n, largest);

}

}

public static void main(String args[]) {

int arr[] = {4, 10, 3, 5, 1};

HeapSort hs = new HeapSort();

hs.heapSort(arr);

System.out.println("Sorted array: " + Arrays.toString(arr));

}

}

**6. Time and Space Complexity Analysis**

| **Operation** | **Time Complexity** |
| --- | --- |
| Building Heap | **O(n)** |
| Heapify (per node) | **O(log n)** |
| Extracting Elements | **O(n log n)** |
| **Overall Complexity** | **O(n log n)** |

* **Space Complexity**: **O(1)** (in-place sorting)

**7. Key Takeaways**

* **Heap Sort uses a Binary Heap** (Max Heap for ascending order, Min Heap for descending order).
* **It is not a stable sort** (relative order of equal elements is not preserved).
* **Time Complexity is O(n log n)**, making it more efficient than Bubble Sort or Insertion Sort.
* **No additional space required**, making it **memory-efficient**.

**Day 10:**

**🔶 Part 1: Quick Sort – In-Depth Explanation**

**🔸 What is Quick Sort?**

Quick Sort is a **recursive** sorting algorithm based on the **Divide and Conquer** approach. It is one of the most efficient sorting algorithms for large datasets. The main idea behind Quick Sort is to **divide the array** into smaller sub-arrays using a **pivot** element, then **rearrange** the elements so that values **less than the pivot come before it**, and values **greater come after it**. This process is called **partitioning**.

**🔸 Understanding with a Real-Life Analogy**

Imagine you are organizing books on a shelf. You pick one book (say, by thickness), and then:

* Move **thinner books** to the **left** of it.
* Move **thicker books** to the **right**.
* You repeat the same process on the left and right piles, until each group has only one book or is sorted.

**🔸 Step-by-Step Working of Quick Sort**

Let’s consider this array for demonstration:
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[6, 3, 9, 5, 2, 8]

We’ll walk through **every step**.

**🔹 Step 1: Choose a Pivot**

Pick the **last element** as the pivot.  
So, **pivot = 8**

**🔹 Step 2: Partition the Array**

Now, rearrange the array so:

* Elements **less than pivot (8)** are moved to the **left**.
* Elements **greater than pivot (8)** are moved to the **right**.

We keep a pointer i that tracks the last position of the smaller element.

Let’s go through one by one:

* 6 < 8 → increment i, swap 6 with itself
* 3 < 8 → increment i, swap 3 with itself
* 9 > 8 → do nothing
* 5 < 8 → increment i, swap with 9
* 2 < 8 → increment i, swap with 9 again

Now swap 8 with the element after i. The array becomes:
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[6, 3, 5, 2, 8, 9]

Now:

* Left side: [6, 3, 5, 2] (less than 8)
* Right side: [9] (greater than 8)
* Pivot 8 is in correct position

**🔹 Step 3: Recursively Apply on Subarrays**

Repeat the process for left [6, 3, 5, 2]:

Pivot = 2

Now partition:

* All other elements are greater than 2, so we move 2 to the front:
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[2, 3, 5, 6]

Continue recursively on [3, 5, 6]:

* Pivot = 6, everything before is less ⇒ sorted

Final sorted array:
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[2, 3, 5, 6, 8, 9]

**🔸 Visualization as a Tree (Divide and Conquer Tree)**

This shows how the array is divided recursively:

csharp

CopyEdit

[6, 3, 9, 5, 2, 8]

↓ pivot=8

┌───────────────┴───────────────┐

[6, 3, 5, 2] [9]

↓ pivot=2

┌──────────┴──────────┐

[] [6, 3, 5]

↓ pivot=5

┌────────┴────────┐

[3] [6]

**🔸 Java Code – Full Explanation**
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public class QuickSortExample {

static void quickSort(int[] arr, int low, int high) {

if (low < high) {

// Partition the array

int pivotIndex = partition(arr, low, high);

// Sort elements before pivot and after pivot

quickSort(arr, low, pivotIndex - 1); // left subarray

quickSort(arr, pivotIndex + 1, high); // right subarray

}

}

static int partition(int[] arr, int low, int high) {

int pivot = arr[high]; // Choosing last element as pivot

int i = low - 1; // Index of smaller element

for (int j = low; j < high; j++) {

if (arr[j] < pivot) {

i++;

// Swap arr[i] and arr[j]

int temp = arr[i];

arr[i] = arr[j];

arr[j] = temp;

}

}

// Swap the pivot element to the correct position

int temp = arr[i + 1];

arr[i + 1] = arr[high];

arr[high] = temp;

return i + 1; // Return pivot index

}

public static void main(String[] args) {

int[] arr = {6, 3, 9, 5, 2, 8};

quickSort(arr, 0, arr.length - 1);

for (int i : arr) {

System.out.print(i + " ");

}

}

}

**🔶 Part 2: Queue – In-Depth Explanation**

**🔸 What is a Queue?**

A **Queue** is a **linear data structure** that follows **FIFO** (First In, First Out). This means the element that is inserted first will be removed first.

Think of a **queue of people** at a bus stop:

* The first person to arrive is the first to get on the bus.
* The last one will wait until others move.

**🔸 Real-Life Analogy**

* **Ticket Counter:** People line up to buy tickets. The one who comes **first** gets the ticket **first**.
* **Printer Queue:** Files sent to the printer are printed **in the order** they were sent.

**🔸 Operations in a Queue**

1. **Enqueue**: Add an element at the **rear (end)** of the queue.
2. **Dequeue**: Remove an element from the **front (beginning)** of the queue.
3. **Peek / Front**: View the front element without removing it.
4. **isEmpty**: Check if the queue has no elements.

**🔸 Ways to Implement a Queue**

**✅ Using Arrays**

This is the basic way but has a fixed size.

**✅ Using Linked List**

This is dynamic and doesn’t require resizing.

**✅ Using Java’s Built-in Queue Interface**

You can use Queue<Integer> q = new LinkedList<>(); from Java Collections.

**🔸 Node Representation (Linked List)**

Here’s how a queue looks internally when using a linked list:
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Front -> [10] -> [20] -> [30] -> null ← Rear

* 10 is at the front (will be removed first).
* 30 is the last added item (rear).

**🔸 Java Code – Queue Using Linked List (Manual Implementation)**
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class Node {

int data;

Node next;

Node(int data) {

this.data = data;

this.next = null;

}

}

class Queue {

Node front, rear;

// Enqueue: Add at rear

void enqueue(int value) {

Node newNode = new Node(value);

if (rear == null) {

front = rear = newNode;

return;

}

rear.next = newNode;

rear = newNode;

}

// Dequeue: Remove from front

int dequeue() {

if (front == null) {

System.out.println("Queue is empty");

return -1;

}

int result = front.data;

front = front.next;

if (front == null)

rear = null;

return result;

}

// Display queue

void display() {

Node temp = front;

while (temp != null) {

System.out.print(temp.data + " → ");

temp = temp.next;

}

System.out.println("null");

}

}

public class QueueDemo {

public static void main(String[] args) {

Queue q = new Queue();

q.enqueue(10);

q.enqueue(20);

q.enqueue(30);

q.display(); // Output: 10 → 20 → 30 → null

q.dequeue(); // Removes 10

q.display(); // Output: 20 → 30 → null

}

}

**🔸 Java Code – Queue Using Java Collections (Easier Way)**
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import java.util.\*;

public class BuiltInQueue {

public static void main(String[] args) {

Queue<Integer> q = new LinkedList<>();

q.add(10); // enqueue

q.add(20);

q.add(30);

System.out.println("Queue: " + q);

q.remove(); // dequeue

System.out.println("After Dequeue: " + q);

}

}

**1. Simple (Linear) Queue**

**🔸 Concept**

A **simple queue** is the most basic form of queue that follows the **FIFO** principle.

* Elements are inserted from the **rear**.
* Elements are deleted from the **front**.

**🔸 Internal Behavior (using Array)**

If we declare a queue of size 5:
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[10][20][30][-1][-1]

^ ^

Front Rear

After 2 dequeues:
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[-1][-1][30][-1][-1]

^ ^

Front Rear

Even though we have empty spaces, we **can't go back** — this is the main limitation of simple queues.

**🔸 Java Example: Simple Queue Using Array**
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class SimpleQueue {

int size = 5;

int[] queue = new int[size];

int front = 0, rear = -1;

void enqueue(int value) {

if (rear == size - 1) {

System.out.println("Queue is full");

return;

}

queue[++rear] = value;

}

void dequeue() {

if (front > rear) {

System.out.println("Queue is empty");

return;

}

System.out.println("Dequeued: " + queue[front++]);

}

void display() {

if (front > rear) {

System.out.println("Queue is empty");

return;

}

System.out.print("Queue: ");

for (int i = front; i <= rear; i++) {

System.out.print(queue[i] + " ");

}

System.out.println();

}

}

**🔶 2. Circular Queue**

**🔸 Concept**

A **circular queue** connects the rear back to the front, making the queue behave like a **circle**.

👉 It solves the **wastage of space** problem in a simple queue.

When the rear reaches the end of the array, it wraps around to the front if space is available.

**🔸 Internal Behavior**

Initial State (size = 5):
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[ ][ ][ ][ ][ ]

↑ ↑

F R

After enqueue 5 elements:

text

CopyEdit

[10][20][30][40][50]

↑ ↑

F R

After 2 dequeues:
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[-1][-1][30][40][50]

↑ ↑

F R

Now insert 2 more (wrap-around):
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[60][70][-1][40][50]

↑ ↑

R F

**🔸 Java Example: Circular Queue Using Array**
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class CircularQueue {

int size = 5;

int[] queue = new int[size];

int front = -1, rear = -1;

boolean isFull() {

return (front == (rear + 1) % size);

}

boolean isEmpty() {

return (front == -1);

}

void enqueue(int value) {

if (isFull()) {

System.out.println("Queue is full");

return;

}

if (isEmpty()) {

front = rear = 0;

} else {

rear = (rear + 1) % size;

}

queue[rear] = value;

}

void dequeue() {

if (isEmpty()) {

System.out.println("Queue is empty");

return;

}

System.out.println("Dequeued: " + queue[front]);

if (front == rear) { // only one element

front = rear = -1;

} else {

front = (front + 1) % size;

}

}

void display() {

if (isEmpty()) {

System.out.println("Queue is empty");

return;

}

System.out.print("Queue: ");

int i = front;

while (true) {

System.out.print(queue[i] + " ");

if (i == rear)

break;

i = (i + 1) % size;

}

System.out.println();

}

}

**🔶 3. Priority Queue**

**🔸 Concept**

In a **priority queue**, elements are ordered based on **priority** (not FIFO). The element with the **highest priority is served first**, not the one that came first.

If two elements have the same priority, then FIFO is used.

**🔸 Real-Life Example**

* In a hospital, a patient with a **serious condition** is treated before others, no matter when they arrived.
* Operating system processes are handled based on priority.

**🔸 Java Example: Priority Queue Using Java Collection**

Java provides a built-in class PriorityQueue (by default, it’s a **Min Heap**):
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import java.util.PriorityQueue;

public class PriorityQueueExample {

public static void main(String[] args) {

PriorityQueue<Integer> pq = new PriorityQueue<>();

pq.add(30);

pq.add(10);

pq.add(20);

while (!pq.isEmpty()) {

System.out.println("Dequeued: " + pq.poll()); // smallest first

}

}

}

If you want **highest value first**, use a **max-heap** with comparator:
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PriorityQueue<Integer> maxPQ = new PriorityQueue<>((a, b) -> b - a);

**🔶 4. Deque (Double-Ended Queue)**

**🔸 Concept**

**Deque** stands for **Double-Ended Queue**. It allows **insertion and deletion from both front and rear ends**.

This makes it more flexible than a simple or circular queue.

**🔸 Use Cases**

* Useful in **palindrome checking**, **sliding window problems**, and **browser history (forward and back)**.
* Can act as **stack** or **queue** depending on usage.

**🔸 Java Example: Deque Using Java Collections**
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import java.util.\*;

public class DequeExample {

public static void main(String[] args) {

Deque<Integer> dq = new ArrayDeque<>();

// Add at both ends

dq.addFirst(10); // front

dq.addLast(20); // rear

dq.addFirst(5);

dq.addLast(25);

System.out.println("Deque: " + dq);

// Remove from both ends

dq.removeFirst(); // removes 5

dq.removeLast(); // removes 25

System.out.println("After Deletion: " + dq);

}

}

**🧠 Summary Table**

| **Type** | **Insert At** | **Remove From** | **Special Feature** |
| --- | --- | --- | --- |
| Simple Queue | Rear | Front | FIFO |
| Circular Queue | Rear (Circular) | Front (Circular) | Reuses space using circular movement |
| Priority Queue | Based on priority | Based on priority | High-priority served first |
| Deque | Both ends | Both ends | Supports Stack and Queue operations |

**🔶 What is Hashing?**

**🔸 Concept:**

**Hashing** is a technique used to **uniquely identify and access data** using a **hash function**. It transforms **a key into an index** (called the **hash code**) in a data structure called a **hash table**.

🔑 **Key Idea:**  
Instead of searching for data linearly, we use a **hash function** to directly compute where the data should be placed or searched — making operations like insertion, deletion, and search very fast (average **O(1)** time).

**🔸 Hashing in Real Life:**

Imagine a **library** where instead of walking through every book to find a title, there’s a special formula (hash function) that tells you the exact shelf number for a book — super efficient!

**🔸 Hash Table Structure:**

A **hash table** is usually an array of fixed size. The hash function maps keys to **indices** in this array.
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Hash Table (size = 10)

Index: 0 1 2 3 4 5 6 7 8 9

- - 12 - 22 - - 32 - -

If we use hash function key % 10, the keys:

* 12 → index 2
* 22 → index 2 (collision!)
* 32 → index 2 (collision again!)

So collision handling becomes important.

**🧠 Applications of Hashing**

1. **Databases:** Quick data retrieval using keys.
2. **Compilers:** Hashing variable/function names.
3. **Cryptography:** Secure storage of passwords.
4. **Caching:** Store web pages or results of expensive computations.
5. **Blockchain:** Blocks are identified by hash values.
6. **Load Balancing:** Hashing decides which server will handle a request.
7. **Symbol Tables in Programming Languages**

**🔷 Hashing Techniques (Hash Functions)**

Let’s now go through different types of **hash functions** with detailed explanation and examples:

**1. ✅ Direct Hashing (Identity Method)**

**🔸 Concept:**

The key itself is used as the address/index.
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index = key;

**🔸 Example:**

Key = 100 → stored at index 100

**🔸 When to use:**

* When keys are small integers and space isn’t a constraint.
* Not memory efficient for large keys.

**2. ✅ Division Method**

**🔸 Concept:**

Take the **remainder of key divided by table size (a prime number)**.
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index = key % table\_size;

**🔸 Why prime table size?**

To reduce patterns and distribute keys evenly.

**🔸 Example:**

If table\_size = 7 and key = 10 → 10 % 7 = 3 → store at index 3

**3. ✅ Multiplicative Method**

**🔸 Concept:**

Multiply key with a **fractional constant**, extract decimal part, then multiply by table size.
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index = floor(table\_size × ((key × A) mod 1))

Where:

* A is a constant (0 < A < 1), often ≈ **0.618033** (inverse of golden ratio).

**🔸 Example:**

Let key = 1234, table\_size = 10, A = 0.618033  
(1234 × 0.618033) = 763.447  
Take decimal: 0.447 × 10 = 4.47 → floor(4.47) = 4  
So store at index 4

✅ Very efficient and widely used in low-level implementations.

**4. ✅ Folding Method**

**🔸 Concept:**

* Break the key into equal parts.
* Add them together.
* Apply modulo if needed.

**🔸 Example:**

Key = 123456, break into 12, 34, 56 → sum = 12 + 34 + 56 = 102  
If table size is 10 → 102 % 10 = 2

🔁 If key length is not evenly divisible, reverse middle or alternate parts before summing.

**5. ✅ Mid-Square Method**

**🔸 Concept:**

* Square the key.
* Take **middle digits** from the result to form the index.

**🔸 Example:**

Key = 123 → 123² = **15129**  
Middle digits = **51** → Use this as index (or % table\_size)

This method gives good distribution but might need post-processing if the table size is small.

**🔶 What is Collision?**

**🔸 Concept:**

A **collision** occurs when **two keys hash to the same index**.

Example:
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key1 = 12 → index = 2

key2 = 22 → index = 2

Both want the same spot → collision!

**🔷 Collision Handling Techniques**

**1. ✅ Open Addressing**

All elements stored **within the hash table itself**. If a position is occupied, search for the next available slot.

**📌 Types:**

**a) Linear Probing**

If collision at index, check index + 1, then index + 2, etc.
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index = (hash(key) + i) % table\_size

🔁 Problem: Clustering (many elements in a row).

**b) Quadratic Probing**

Instead of linear step, use quadratic jumps.
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index = (hash(key) + i²) % table\_size

Reduces clustering, but harder to implement.

**c) Double Hashing**

Use a second hash function to calculate jump size.
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index = (hash1(key) + i \* hash2(key)) % table\_size

Very efficient but needs two good hash functions.

**2. ✅ Chaining (Separate Chaining)**

Each index in the hash table stores a **linked list** (or a bucket). All elements mapping to same index are stored in the list.
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Index 3 → [12] → [22] → [32]

📌 This is more memory-efficient for high-collision situations.

**🔸 Java Code: Simple Hash Table with Chaining**
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import java.util.LinkedList;

class HashTable {

private final int SIZE = 10;

LinkedList<Integer>[] table;

public HashTable() {

table = new LinkedList[SIZE];

for (int i = 0; i < SIZE; i++) {

table[i] = new LinkedList<>();

}

}

int hash(int key) {

return key % SIZE;

}

void insert(int key) {

int index = hash(key);

table[index].add(key);

}

void display() {

for (int i = 0; i < SIZE; i++) {

System.out.print("Index " + i + ": ");

for (int val : table[i]) {

System.out.print(val + " → ");

}

System.out.println("null");

}

}

}

**🧠 Summary Table**

| **Technique** | **Formula/Logic** | **Efficiency** |
| --- | --- | --- |
| Direct | index = key | Fast, high space |
| Division | index = key % size | Simple, popular |
| Multiplicative | floor(size × ((key × A) mod 1)) | Good distribution |
| Folding | Sum of parts of key | Easy to implement |
| Mid-Square | Use middle digits of squared key | Moderate |
| Linear Probing | (index + i) % size | Clustering |
| Quadratic Probing | (index + i²) % size | Less clustering |
| Double Hashing | (hash1 + i × hash2) % size | Excellent |
| Chaining | Linked list per index | Best for frequent collisions |
|  |  |  |

**Day11**

**🧠 What is a Graph?**

A **Graph** is a collection of:

* **Vertices (Nodes)**: Represent entities or points.
* **Edges (Links)**: Represent relationships or paths between nodes.

A graph can be used to model social networks, maps, computer networks, etc.

**🧱 COMPONENTS OF A GRAPH**

**🔹 Vertex (Node)**

A point in the graph.

css

CopyEdit

A

Here, A is a single vertex.

**🔹 Edge**

A line connecting two vertices.

css

CopyEdit

A --- B

A and B are connected by an edge.

**🔄 HOW GRAPHS WORK INTERNALLY?**

Let’s say:

less

CopyEdit

A -- B

|

C

You can represent this graph in two ways:

**1. Adjacency Matrix (2D Array)**

|  | **A** | **B** | **C** |
| --- | --- | --- | --- |
| A | 0 | 1 | 1 |
| B | 1 | 0 | 0 |
| C | 1 | 0 | 0 |

* 1 means there's a connection.
* 0 means no connection.

**2. Adjacency List**

java

CopyEdit

A → [B, C]

B → [A]

C → [A]

**📚 TYPES OF GRAPHS (DETAILED EXPLANATION)**

We’ll now look at **each type of graph** in detail with a **diagram and explanation**.

**1. Null Graph**

**Definition**: A graph with **no edges** at all.

**Diagram:**

css

CopyEdit

A B C

Each node stands alone.

🔍 **Use**: Used to model situations where objects exist but are not yet connected.

**2. Trivial Graph**

**Definition**: A graph with **only one vertex** and **no edges**.

**Diagram:**

css

CopyEdit

A

🔍 **Use**: A theoretical base case for recursion or graph algorithms.

**3. Undirected Graph**

**Definition**: A graph where edges have **no direction**. It’s a two-way connection.

**Diagram:**

less

CopyEdit

A --- B

| |

C --- D

* If A is connected to B, then B is also connected to A.

🔍 **Use**: Facebook friendships, road maps (without direction).

**4. Directed Graph (Digraph)**

**Definition**: A graph where each edge has a **direction** (from one node to another).

**Diagram:**

css

CopyEdit

A → B

↓ ↑

C → D

* A → B means A is connected to B, but **not vice versa**.

🔍 **Use**: Twitter followings, task dependencies, traffic direction.

**5. Weighted Graph**

**Definition**: A graph where edges have a **weight or cost** (e.g., distance or time).

**Diagram:**

less

CopyEdit

A --4-- B

| /

2 6

| /

C

🔍 **Use**: Google Maps, network latency, minimum spanning trees.

**6. Connected Graph**

**Definition**: Every vertex is **reachable** from every other vertex.

**Diagram:**

css

CopyEdit

A -- B -- C

\ /

\-- D

🔍 **Use**: Any fully working computer network.

**7. Disconnected Graph**

**Definition**: At least one vertex **is not reachable** from others.

**Diagram:**

css

CopyEdit

A -- B D E

* D and E are disconnected.

🔍 **Use**: Social networks where some people are not connected to anyone.

**8. Cyclic Graph**

**Definition**: A graph that contains **at least one cycle** (a path that starts and ends at the same vertex).

**Diagram:**

css

CopyEdit

A → B → C

↑ ↓

←--- D --

🔍 **Use**: Detecting loops in scheduling, deadlocks in OS.

**9. Acyclic Graph**

**Definition**: A graph that has **no cycles**.

**Diagram:**

css

CopyEdit

A → B → C → D

🔍 **Use**: Task scheduling, dependency resolution.

**10. Directed Acyclic Graph (DAG)**

**Definition**: A **Directed** graph with **no cycles**.

**Diagram:**

css

CopyEdit

A → B → C

↓

D

🔍 **Use**: Build systems (Makefile), version control systems (Git), task scheduling.

**11. Strongly Connected Graph**

**Definition**: In a **directed graph**, **every node is reachable from every other node**.

**Diagram:**

css

CopyEdit

A → B

↑ ↓

C ← D

You can reach any node from any other node **following directions**.

🔍 **Use**: Road systems with full navigability, web crawlers.

**12. Bipartite Graph**

**Definition**: A graph whose vertices can be **divided into 2 groups**, and **edges only connect from one group to another**, never within the same group.

**Diagram:**

makefile

CopyEdit

Set1: A B

\ /

Set2: C D

Edges: A–C, A–D, B–C, B–D  
No edge between A–B or C–D

🔍 **Use**: Job assignment, matching problems, two-party relationships.

**13. Complete Graph**

**Definition**: A graph where **every vertex is connected** to **every other vertex**.

**Diagram:**

less

CopyEdit

A --- B

|\ /|

| \ / |

| C |

\\_\_\_\_\_/

Edges between every pair.

🔍 **Use**: Theoretical models, brute-force traveling salesman.

**🧑‍💻 Java Tip for Representing Any Graph**

Use **adjacency list** for sparse graphs and **adjacency matrix** for dense graphs.

java

CopyEdit

// Adjacency List using HashMap

Map<Integer, List<Integer>> graph = new HashMap<>();

graph.put(0, Arrays.asList(1, 2));

graph.put(1, Arrays.asList(0, 3));

// etc.

For **weighted graphs**, use:

java

CopyEdit

Map<Integer, List<Pair<Integer, Integer>>> weightedGraph = new HashMap<>();

// Node, List of (neighbor, weight)

**✅ Summary Table (Quick Look)**

| **Graph Type** | **Direction** | **Weight** | **Cycles** | **Special Property** |
| --- | --- | --- | --- | --- |
| Null | No | No | No | No edges at all |
| Trivial | No | No | No | One vertex only |
| Undirected | No | Optional | Optional | Two-way edges |
| Directed | Yes | Optional | Optional | One-way edges |
| Weighted | Optional | Yes | Optional | Each edge has cost/weight |
| Connected | Optional | Optional | Optional | All nodes reachable |
| Disconnected | Optional | Optional | Optional | Some nodes unreachable |
| Cyclic | Optional | Optional | Yes | Has at least one cycle |
| Acyclic | Optional | Optional | No | No cycles |
| DAG | Yes | Optional | No | Directed & Acyclic |
| Strongly Connected | Yes | Optional | Optional | Every node reachable from others |
| Bipartite | Optional | Optional | Optional | Two groups, only cross-group edges |
| Complete | Optional | Optional | Optional | Every node connects to every other |

**1. Adjacency Matrix (Graph Representation)**

**Definition**: An adjacency matrix is a 2D array used to represent a graph. Each cell in the matrix indicates whether there is an edge between a pair of vertices.

**Undirected Graph**

Let the graph have 4 vertices: A, B, C, D

Edges: A-B, A-D, B-C

**Matrix Representation** (0 = no edge, 1 = edge):

A B C D

A [ 0 1 0 1 ]

B [ 1 0 1 0 ]

C [ 0 1 0 0 ]

D [ 1 0 0 0 ]

* Since the graph is undirected, the matrix is symmetric.

**Directed Graph**

Edges: A -> B, A -> D, B -> C

**Matrix Representation**:

A B C D

A [ 0 1 0 1 ]

B [ 0 0 1 0 ]

C [ 0 0 0 0 ]

D [ 0 0 0 0 ]

* Not symmetric; direction matters.

**Space Complexity**: O(V^2), where V is the number of vertices. Even if no edge exists, space is still consumed.

**2. Adjacency List (Graph Representation)**

**Definition**: Stores a list of all neighbors (connected nodes) for each vertex.

**Undirected Graph**

A -> [B, D]

B -> [A, C]

C -> [B]

D -> [A]

**Directed Graph**

A -> [B, D]

B -> [C]

C -> []

D -> []

**Space Complexity**: O(V + E), where V = vertices, E = edges.

* More efficient for sparse graphs (less edges).

**3. Graph Traversals**

**Definition**: Visiting all the nodes in a graph in a specific order.

Two main types:

* **BFS (Breadth-First Search)**
* **DFS (Depth-First Search)**

**4. Breadth-First Search (BFS)**

**Concept**: Explore all neighbors at the current depth before moving to the next depth level.

**Uses**: Finding shortest path in unweighted graphs, level-order traversal.

**How It Works**:

* Use a **queue**.
* Mark each node as visited.
* Traverse level by level.

**Example Graph**:

A -- B -- C

| |

D E

**Start from A**: Queue: A → B → D → C → E

**Java-like steps**:

1. Enqueue A, mark visited
2. Dequeue A, enqueue neighbors B and D
3. Dequeue B, enqueue C
4. Dequeue D
5. Dequeue C, enqueue E
6. Dequeue E

**Traversal Order**: A → B → D → C → E

**5. Depth-First Search (DFS)**

**Concept**: Explore as far as possible along one branch before backtracking.

**Uses**: Pathfinding, topological sorting, cycle detection.

**How It Works**:

* Use a **stack** (or recursion).
* Visit a node, explore neighbors recursively.

**Same Graph**:

A -- B -- C

| |

D E

**Start from A**: Stack/Recursion path: A → B → C → E → D

**Java-like steps**:

1. Visit A
2. Go to B
3. Go to C
4. Go to E
5. Backtrack, visit D

**Traversal Order**: A → B → C → E → D

**6. Minimum Spanning Tree (MST)**

**Definition**: A subset of edges that connects all vertices with the **minimum total weight** and no cycles.

**Applicable to**: Weighted, connected, undirected graphs.

**Algorithms**:

* **Prim's Algorithm**: Start from one node, grow tree by adding the lowest weight edge.
* **Kruskal's Algorithm**: Sort all edges, keep adding edges with least weight that don’t form cycles.

**Use**: Network design, circuit layout.

**7. Differences: BFS, DFS, Weighted Graph**

|  |  |  |  |
| --- | --- | --- | --- |
| **Feature** | **BFS** | **DFS** | **Weighted Graph** |
| Search Type | Level-wise | Depth-wise | Based on edge weight |
| Data Structure | Queue | Stack / Recursion | Priority Queue (for MST) |
| Use Case | Shortest path (unweighted) | Topology, cycle detection | MST, Dijkstra, A\* |
| Time Complexity | O(V + E) | O(V + E) | O(E log V) (Prim's/Kruskal) |

**8. Greedy Algorithms**

**Definition**: Builds up a solution piece by piece, choosing the best option at each step.

**Examples**:

* Prim’s and Kruskal’s MST algorithms
* Dijkstra’s Shortest Path

**Working**:

* No backtracking
* Make locally optimal choice hoping for global optimum

**Limitation**: Not always gives best result (e.g., for NP-Hard problems)

**9. Principle of Optimality**

**Definition**: If a solution is optimal, then its sub-solutions must also be optimal.

**Used In**: Dynamic Programming, Greedy Algorithms

**Example**:

* In Dijkstra’s algorithm, the shortest path to a node includes the shortest paths to its predecessors.

**1. Adjacency Matrix (Graph Representation)**

**Definition**: An adjacency matrix is a 2D array used to represent a graph. Each cell in the matrix indicates whether there is an edge between a pair of vertices.

**Undirected Graph**

Let the graph have 4 vertices: A, B, C, D

Edges: A-B, A-D, B-C

**Matrix Representation** (0 = no edge, 1 = edge):

A B C D

A [ 0 1 0 1 ]

B [ 1 0 1 0 ]

C [ 0 1 0 0 ]

D [ 1 0 0 0 ]

* Since the graph is undirected, the matrix is symmetric.

**Directed Graph**

Edges: A -> B, A -> D, B -> C

**Matrix Representation**:

A B C D

A [ 0 1 0 1 ]

B [ 0 0 1 0 ]

C [ 0 0 0 0 ]

D [ 0 0 0 0 ]

* Not symmetric; direction matters.

**Space Complexity**: O(V^2), where V is the number of vertices. Even if no edge exists, space is still consumed.

**2. Adjacency List (Graph Representation)**

**Definition**: Stores a list of all neighbors (connected nodes) for each vertex.

**Undirected Graph**

A -> [B, D]

B -> [A, C]

C -> [B]

D -> [A]

**Directed Graph**

A -> [B, D]

B -> [C]

C -> []

D -> []

**Space Complexity**: O(V + E), where V = vertices, E = edges.

* More efficient for sparse graphs (less edges).

**3. Graph Traversals**

**Definition**: Visiting all the nodes in a graph in a specific order.

Two main types:

* **BFS (Breadth-First Search)**
* **DFS (Depth-First Search)**

**4. Breadth-First Search (BFS)**

**Concept**: Explore all neighbors at the current depth before moving to the next depth level.

**Uses**: Finding shortest path in unweighted graphs, level-order traversal.

**How It Works**:

* Use a **queue**.
* Mark each node as visited.
* Traverse level by level.

**Example Graph**:

A -- B -- C

| |

D E

**Start from A**: Queue: A → B → D → C → E

**Java-like steps**:

1. Enqueue A, mark visited
2. Dequeue A, enqueue neighbors B and D
3. Dequeue B, enqueue C
4. Dequeue D
5. Dequeue C, enqueue E
6. Dequeue E

**Traversal Order**: A → B → D → C → E

**5. Depth-First Search (DFS)**

**Concept**: Explore as far as possible along one branch before backtracking.

**Uses**: Pathfinding, topological sorting, cycle detection.

**How It Works**:

* Use a **stack** (or recursion).
* Visit a node, explore neighbors recursively.

**Same Graph**:

A -- B -- C

| |

D E

**Start from A**: Stack/Recursion path: A → B → C → E → D

**Java-like steps**:

1. Visit A
2. Go to B
3. Go to C
4. Go to E
5. Backtrack, visit D

**Traversal Order**: A → B → C → E → D

**6. Minimum Spanning Tree (MST)**

**Definition**: A subset of edges that connects all vertices with the **minimum total weight** and no cycles.

**Applicable to**: Weighted, connected, undirected graphs.

**Algorithms**:

* **Prim's Algorithm**: Start from one node, grow tree by adding the lowest weight edge.
* **Kruskal's Algorithm**: Sort all edges, keep adding edges with least weight that don’t form cycles.

**Use**: Network design, circuit layout.

**7. Differences: BFS, DFS, Weighted Graph**

|  |  |  |  |
| --- | --- | --- | --- |
| **Feature** | **BFS** | **DFS** | **Weighted Graph** |
| Search Type | Level-wise | Depth-wise | Based on edge weight |
| Data Structure | Queue | Stack / Recursion | Priority Queue (for MST) |
| Use Case | Shortest path (unweighted) | Topology, cycle detection | MST, Dijkstra, A\* |
| Time Complexity | O(V + E) | O(V + E) | O(E log V) (Prim's/Kruskal) |

**8. Greedy Algorithms**

**Definition**: Builds up a solution piece by piece, choosing the best option at each step.

**Examples**:

* Prim’s and Kruskal’s MST algorithms
* Dijkstra’s Shortest Path

**Working**:

* No backtracking
* Make locally optimal choice hoping for global optimum

**Limitation**: Not always gives best result (e.g., for NP-Hard problems)

**9. Principle of Optimality**

**Definition**: If a solution is optimal, then its sub-solutions must also be optimal.

**Used In**: Dynamic Programming, Greedy Algorithms

**Example**:

* In Dijkstra’s algorithm, the shortest path to a node includes the shortest paths to its predecessors.

**10. Dynamic Programming (DP)**

**Definition**: A technique to solve problems by breaking them down into simpler subproblems and storing their solutions (memoization).

**Hierarchy**:

* Optimization Problem
  + Overlapping Subproblems
  + Optimal Substructure
  + Memoization/Tabulation

**Example Problems**:

* Fibonacci Sequence
* Knapsack Problem
* Longest Common Subsequence

**Memoization (Top Down)**: Store results of expensive function calls and reuse them. **Tabulation (Bottom Up)**: Solve subproblems first, build solution from them.

**Time Complexity**: Reduced from exponential to polynomial (O(n^2), O(n))

**11. Kruskal's Algorithm (Detailed)**

**Steps**:

1. Sort edges by increasing weight
2. Initialize each vertex as a disjoint set
3. Add edges one by one, if they don’t form a cycle (Union-Find)

**Diagram**: Graph:

A --1-- B

| /

4 3

| /

C

Edges: (A-B,1), (B-C,3), (A-C,4)

Sorted Edges: (A-B), (B-C), (A-C)

Choose A-B, then B-C → MST is A-B and B-C

**Java Logic**:

* Create Edge class
* Sort edges
* Use Union-Find (Disjoint Set)

**12. AVL Tree (Self-Balancing BST)**

**Definition**: Binary Search Tree that maintains balance factor = height(left) - height(right)

**Balance Factor**: -1, 0, or +1

**Rotations**:

* **LL Rotation**: Right Rotate
* **RR Rotation**: Left Rotate
* **LR Rotation**: Left Rotate + Right Rotate
* **RL Rotation**: Right Rotate + Left Rotate

**Formula**:

* Height(Node) = 1 + max(height(left), height(right))

**Java Insertion Program**: Includes rotation functions and balance check

**Operations**:

* Insertion
* Deletion
* Search

**13. Red-Black Tree**

**Definition**: Self-balancing BST with extra color property (Red, Black)

**Properties**:

1. Node is red or black
2. Root is black
3. Red nodes cannot have red children
4. Every path from root to leaf has same number of black nodes

**Balance Property**: Ensures tree height is O(log n)

**Java Program**:

* Node with color
* Fix violations using rotations (similar to AVL)

**14. Dijkstra’s Algorithm**

**Use**: Find shortest path in weighted graph (no negative weights)

**Steps**:

1. Set distances[] = ∞, source = 0
2. Use PriorityQueue to pick smallest unvisited node
3. Update neighbor distances

**Time Complexity**: O(V + E log V)

**15. Bellman-Ford Algorithm**

**Use**: Shortest path with negative weights

**Steps**:

1. Initialize distances
2. Repeat V-1 times: for each edge, update distance
3. Detect negative cycles in 1 more iteration

**Time**: O(VE)

**16. Floyd Warshall Algorithm**

**Use**: All-pairs shortest paths

**Steps**:

1. Create dist[i][j] matrix
2. For each intermediate k, update dist[i][j] = min(dist[i][j], dist[i][k]+dist[k][j])

**Time**: O(V^3)

**17. Prim’s Algorithm**

**Use**: Minimum Spanning Tree (MST)

**Steps**:

1. Pick any start node
2. Use Priority Queue to select minimum weight edge connecting to tree
3. Repeat until all nodes added

**Time**: O(E log V)

**Comparison**:

* **Prim**: Grows tree
* **Kruskal**: Connects components

**14. Dijkstra’s Algorithm (Detailed Explanation)**

**Definition**: Dijkstra’s Algorithm is used to find the shortest path from a single source node to all other nodes in a **weighted graph with non-negative edge weights**. It is widely used in routing and navigation systems.

**Core Idea:**

It works by continuously selecting the node with the smallest known distance from the source and exploring all of its adjacent, unvisited neighbors.

**How It Works:**

* Maintains an array distance[] where distance[i] stores the current shortest distance from the source node to vertex i.
* Uses a **min-priority queue (or min-heap)** to pick the node with the least known distance.
* Once a node is marked visited, its shortest path is finalized and not updated again.

**Algorithm Steps:**

1. **Initialize** the distance[] array. Set the source distance to 0 and all others to ∞.
2. Insert all vertices into a **min-heap** with their distances.
3. While the priority queue is not empty:
   * Extract the vertex u with the **minimum distance**.
   * For each neighbor v of u, check if the path through u offers a **shorter distance**:
     + If yes, update distance[v] and push v into the queue with the new distance.

**Time Complexity:**

* Using Priority Queue: **O((V + E) log V)**
* V = vertices, E = edges

**Graph Example:**

A

/ \

4 1

/ \

B---1---C

\

2

\

D

Start from A:

* Distance[A] = 0
* Distance[B, C, D] = ∞

Iteration:

* Visit A → update B (4), C (1)
* Visit C → update B (C to B = 1), so Distance[B] = 2 now
* Visit B → update D (B to D = 2), Distance[D] = 4

Final distances: A: 0, B: 2, C: 1, D: 4

**Applications:**

* GPS and navigation systems
* Network routing protocols (like OSPF)
* Games (pathfinding algorithms like A\*)

**15. Kruskal's Algorithm (Minimum Spanning Tree)**

**Definition**: Kruskal’s Algorithm is a **greedy algorithm** that builds the Minimum Spanning Tree (MST) by **choosing the smallest possible edge that doesn't form a cycle**, until all vertices are connected.

**Core Idea:**

Sort edges by weight and keep adding the smallest edge unless it creates a cycle. It uses **disjoint-set (Union-Find)** data structures to detect cycles.

**Steps:**

1. Sort all edges by weight in **increasing order**.
2. Initialize MST as empty. Each vertex is its own set.
3. For each edge (u, v):
   * If u and v belong to **different sets**, include this edge in MST and **union** the sets.
   * If they belong to the same set, **skip** the edge (to avoid cycle).
4. Repeat until MST contains (V - 1) edges.

**Time Complexity:**

* **O(E log E)** due to edge sorting and Union-Find operations.

**Graph Example:**

(1)

A ------- B

\ /

4\ /3

\ /

C

Edges: A-B (1), B-C (3), A-C (4)

Sorted Edges: A-B, B-C, A-C

* Pick A-B
* Pick B-C → Now A, B, C are connected → Done

MST Edges: A-B, B-C

**Important Concepts:**

* Uses Union-Find to detect cycles
* Builds forest first, then merges trees
* **Greedy**: Picks the best local option

**Applications:**

* Designing least-cost network (telecom, computer networks)
* Clustering algorithms (in ML)

**16. Prim’s Algorithm (Minimum Spanning Tree)**

**Definition**: Prim’s Algorithm builds the Minimum Spanning Tree by **growing the MST one vertex at a time**, always choosing the **minimum-weight edge** that connects a visited node to an unvisited node.

**Core Idea:**

Unlike Kruskal’s that adds edges, Prim’s adds **vertices** by always choosing the next lightest edge connecting a visited and unvisited node.

**Steps:**

1. Start from an arbitrary node (say node A).
2. Mark it as visited.
3. Insert all its adjacent edges into a **min-heap**.
4. Pick the **minimum edge** from the heap:
   * If it connects to an **unvisited vertex**, add it to the MST and mark the vertex as visited.
   * Add all edges of this new vertex to the heap.
5. Repeat until all vertices are visited.

**Time Complexity:**

* With Min Heap + Adjacency List: **O(E log V)**

**Example Graph:**

1

A ------- B

| |

4 3

| |

C ------- D

2

Start from A:

* Include A-B (1)
* Include B-D (3)
* Include D-C (2)

MST: A-B, B-D, D-C

**Difference Between Prim’s and Kruskal’s:**

| **Feature** | **Prim’s** | **Kruskal’s** |
| --- | --- | --- |
| Grows from | A starting vertex | Independent edges |
| Uses | Priority Queue | Union-Find Set |
| Suitable for | Dense Graphs | Sparse Graphs |
| Edge selection | From visited to unvisited | Global edge weight |

**Applications:**

* Network designs (fiber, cable routing)
* Approximate algorithms for NP-hard problems (e.g., Traveling Salesman)

**Key Points for Interviews:**

* Be ready to compare Prim vs Kruskal
* Understand how both avoid cycles
* Know when to prefer one over the other